**Java interview questions and answer**

### what is consumer

ans:-It is a functional interface defined in java.util.function package. It contains an abstract accept() and a default andThen() method. It can be used as the assignment target for a lambda expression or method reference.

The Consumer Interface accepts a single argument and does not return any result.

1. **import** java.util.function.Consumer;
2. **public** **class** ConsumerInterfaceExample {
3. **static** **void** printMessage(String name){
4. System.out.println("Hello "+name);
5. }
6. **static** **void** printValue(**int** val){
7. System.out.println(val);
8. }
9. **public** **static** **void** main(String[] args) {
10. // Referring method to String type Consumer interface
11. Consumer<String> consumer1 = ConsumerInterfaceExample::printMessage;
12. consumer1.accept("John");   // Calling Consumer method
13. // Referring method to Integer type Consumer interface
14. Consumer<Integer> consumer2 = ConsumerInterfaceExample::printValue;
15. consumer2.accept(12);   // Calling Consumer method
16. }
17. }

Output:

Hello John

12

2.what is supplier?

## Ans:- **Supplier Interface :-**

Supplier ( java.util.function.Supplier ) is a functional interface that has one abstract method declared in it. It represents an operation by which you can generate new values in the stream.

***T  get (  ) :-*** The abstract method ***get (  )***is a functional method. It does not accept any argument but return newly generated values ***( T )*** in the stream.

There are four specialised ( primitive specific ) form of Java 8 Supplier interface, which can be used in case of generating **int**, **long**, **double and boolean**. They are as follows :-

1. [**IntSupplier**](https://codedestine.com/java-8-intsupplier-interface/)**interface (**[**JavaDocs**](https://docs.oracle.com/javase/8/docs/api/java/util/function/IntSupplier.html)**) :-** It represents an operation by which you can generate new int values in the stream.
2. [**LongSupplier**](https://codedestine.com/java-8-longsupplier-interface/)**interface (**[**JavaDocs**](https://docs.oracle.com/javase/8/docs/api/java/util/function/LongSupplier.html)**) :-** It represents an operation by which you can generate new long values in the stream.
3. [**DoubleSupplier**](https://codedestine.com/java-8-doublesupplier-interface/)**interface (**[**JavaDocs**](https://docs.oracle.com/javase/8/docs/api/java/util/function/DoubleSupplier.html)**) :-** It represents an operation by which you can generate new double values in the stream.
4. [**BooleanSupplier**](https://codedestine.com/java-8-booleansupplier-interface/)**interface (**[**JavaDocs**](https://docs.oracle.com/javase/8/docs/api/java/util/function/BooleanSupplier.html)**) :-** It represents an operation by which you can generate new boolean values in the stream.

**mployee ( POJO ) :-**Used in our example.

[?](https://codedestine.com/java-8-supplier-interface/)

|  |  |
| --- | --- |
| 01  02  03  04  05  06  07  08  09  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41 | public class Employee {       private long empId;     private String name;     private int age;     private String designation;       public Employee(long empId, String name, int age, String designation) {       super();       this.empId = empId;       this.name = name;       this.age = age;       this.designation = designation;     }       public long getEmpId() {       return empId;     }     public void setEmpId(long empId) {       this.empId = empId;     }     public String getName() {       return name;     }     public void setName(String name) {       this.name = name;     }     public int getAge() {       return age;     }     public void setAge(int age) {       this.age = age;     }     public String getDesignation() {       return designation;     }     public void setDesignation(String designation) {       this.designation = designation;     }    } |

## **Example – 1 :-**

This example will show you, how to create and call different methods of a supplier interface.

[?](https://codedestine.com/java-8-supplier-interface/)

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7 | public static void main(String[] args){      Supplier<Employee> supplier = ( ) -> { return new Employee(1,"Robert",35,"Manager"); };      Employee emp = supplier.get();    System.out.println(emp.getDesignation());  } |

## **Result :-**

Manager

### 3.what is function in java 8?

### Function interface is used to do the transformation.It can accepts one argument and produces a result.

public class Main {

   public static void main(String args[]) {

      List<Integer> numList = new ArrayList<>();

      numList.add(78);

      numList.add(10);

      Function<Integer, Integer> fun = i -> i / 2;

      numList.stream().map(fun).forEach(System.out::println);

   }

}

4.what is predicate in java?

On the other side, Predicate can also accept only one argument but it can only return boolean value.

public class Main {

   public static void main(String args[]) {

      List<Integer> numList = new ArrayList<>();

      numList.add(5);

      numList.add(10);

      Predicate<Integer> pred = i -> i > 5;

      numList.stream().filter(pred).forEach(i -> System.out.println(i));

   }

}

5.what is caching in jpa?

How to configure spring cache in **Service methods** in conjunction with **@Cacheable**, **@CacheEvict** annotations, so that when a record added/updated (write) to database it will be reflected in the caches of findAll, findById (read) methods

i’m using a delivery record example to illustrate the cashing behaviour.

@Slf4j  
@Service  
**public class** DeliveryService {  
 @Autowired  
 DeliveryRepository **deliveryRepository**;  
  
 @Cacheable(**"deliveries"**)  
 **public** List<DeliveryDto> findAll(){  
 ***log***.info(**"DeliveryService: findAll"**);  
 List<Delivery> deliveries = **deliveryRepository**.findAll();  
 List<DeliveryDto> deliveryDtos = **new** ArrayList<>();  
 **for** (Delivery delivery:deliveries){  
 DeliveryDto deliveryDto = **new** DeliveryDto();  
 *copyProperties*(delivery, deliveryDto);  
 deliveryDtos.add(deliveryDto);  
 }  
 **return** deliveryDtos;  
 }  
  
 @Cacheable(**"delivery"**)  
 **public** DeliveryDto findById(Long id){  
 ***log***.info(**"DeliveryService: findById"**);  
 Delivery delivery = **deliveryRepository**.findById(id).orElse(**null**);  
 DeliveryDto deliveryDto = **new** DeliveryDto();  
 *copyProperties*(delivery,deliveryDto);  
 **return** deliveryDto;  
 }  
  
 @Caching(evict = {  
 @CacheEvict(value=**"delivery"**, allEntries=**true**),  
 @CacheEvict(value=**"deliveries"**, allEntries=**true**)})  
 **public** Delivery saveOrUpdate(DeliveryDto deliveryDto){  
 ***log***.info(**"DeliveryService: saveOrUpdate, {}"**, deliveryDto.getPickupName());  
 Delivery delivery = Delivery.*builder*()  
 .pickupName(deliveryDto.getPickupName())  
 *...* .build();  
 **if**(deliveryDto.getId()!=**null**){  
 delivery.setId(deliveryDto.getId());  
 }  
 **return deliveryRepository**.save(delivery);  
 }  
}

Repository class

**package** com.buddhi.repository;  
  
**import** com.buddhi.model.Delivery;  
**import** org.springframework.data.jpa.repository.JpaRepository;  
**import** org.springframework.stereotype.Repository;  
  
@Repository  
**public interface** DeliveryRepository **extends** JpaRepository<Delivery, Long> {  
}

3.why override equals and hashcode ?

## 1. Uses of hashCode() and equals() Methods

1. equals(Object otherObject) – verifies the equality of two objects. Its default implementation simply checks the object references of two objects to verify their equality.  
   By default, two objects are equal if and only if they are refer to the same memory location. Most Java classes override this method to provide their own comparison logic.
2. hashcode() – returns a unique integer value for the object in runtime.  
   By default, integer value is derived from memory address of the object in heap (but it’s not mandatory).  
   The object’s hash code is used for determining the index location, when this object needs to be stored in some [HashTable](https://en.wikipedia.org/wiki/Hash_table) like data structure.

#### 2.1. The default behavior of Employee class

Let’s take an example where your application has Employee object. Let us create a minimal possible structure of Employee class:

**public** **class** Employee

{

**private** Integer id;

**private** String firstname;

**private** String lastName;

**private** String department;

*//Setters and Getters*

}

Above Employee class has some fundamental attributes and their accessor methods. Now consider a simple situation where you need to [**compare two Employee objects**](https://howtodoinjava.com/java/collections/java-comparable-interface/). Both employee objects have the same id.

**public** **class** EqualsTest {

**public** **static** **void** main(String[] args) {

Employee e1 = **new** Employee();

Employee e2 = **new** Employee();

e1.setId(100);

e2.setId(100);

System.out.println(e1.equals(e2)); *//false*

}

}

No prize for guessing. The above method will print “false.”

But is it correct after knowing that both objects represent the same employee? In a real-time application, this should return *true*.

#### 2.2. Should we override only equals() method?

To achieve correct application behavior, we need to override equals() method as below:

**public** **boolean** equals(Object o) {

**if**(o == **null**)

{

**return** false;

}

**if** (o == **this**)

{

**return** true;

}

**if** (getClass() != o.getClass())

{

**return** false;

}

Employee e = (Employee) o;

**return** (**this**.getId() == e.getId());

}

Add this method to the Employee class, and EqualsTest will start returning "true".

So are we done? Not yet. Let’s test the above-modified Employee class again in a different way.

**import** java.util.HashSet;

**import** java.util.Set;

**public** **class** EqualsTest

{

**public** **static** **void** main(String[] args)

{

Employee e1 = **new** Employee();

Employee e2 = **new** Employee();

e1.setId(100);

e2.setId(100);

*//Prints 'true'*

System.out.println(e1.equals(e2));

Set<Employee> employees = **new** HashSet<Employee>();

employees.add(e1);

employees.add(e2);

System.out.println(employees); *//Prints two objects*

}

}

The above example prints two objects in the second print statement.

If both employee objects have been equal, in a Set which stores unique objects, there must be only one instance inside HashSet because both objects refer to the same employee. What is it we are missing??

#### 2.3. Overriding hashCode() is necessary

We are missing the second important method hashCode(). As java docs say, if we override equals() then we **must** override hashCode(). So let’s add another method in our Employee class.

@Override

**public** **int** hashCode()

{

**final** **int** PRIME = 31;

**int** result = 1;

result = PRIME \* result + getId();

**return** result;

}

Once the above method is added in Employee class, the second statement starts printing only a single object in the second statement and **thus validating the true equality of e1 and e2**.

* 5. 1 . Why is Java so popular?
* One of the biggest reasons why Java is so popular is the **platform independence**. Programs can run on several different types of computer; as long as the computer has a Java Runtime Environment (JRE) installed, a Java program can run on it.

1. What is platform independence?

**Software that can run on a variety of hardware platforms or software architectures**. Platform-independent software can be used in many different environments, requiring less planning and translation across an enterprise.

 What is bytecode?

Bytecode in Java is an intermediate machine-independent code. It is a set of instructions for Java Virtual Machine and it acts pretty similar to the assembler in C++. In general, bytecode is a code that lies between low-level and high-level language. The bytecode is not processed by the processor. It is processed by the Java Virtual Machine (JVM). The job of the JVM is to call all the required resources to compile the Java program and make the bytecode independent. It is the biggest reason why java is known as a platform-independent language. The intermediate code can run on any of the platforms such as Windows, macOS, and Linux.

============

 What is the role for a classloader in Java?

Class loaders are responsible for **loading Java classes dynamically to the JVM (Java Virtual Machine) during runtime**. They're also part of the JRE (Java Runtime Environment). Therefore, the JVM doesn't need to know about the underlying files or file systems in order to run Java programs thanks to class loaders.

What are Wrapper classes?

The classes that assist us in creating and utilizing the object of the primitive data types are known as the java wrapper classes. For example, Character is a wrapper class for char, Float for float, Integer for int, and so on.

 Why do we need Wrapper classes in Java?

Wrapper Class will **convert primitive data types into objects**. The objects are necessary if we wish to modify the arguments passed into the method (because primitive types are passed by value). The classes in java. util package handles only objects and hence wrapper classes help in this case also.3

What are the different ways of creating Wrapper class instances?

**Methods:**

* Using the constructor of the wrapper class.
* Using the valueOf() method provided by the Wrapper classes.
* Using concept of AutoBoxing.

## Creating Wrapper Objects

* **Using a Wrapper Class Constructor**  
  We can create a wrapper object using the wrapper class and its constructor by passing the value to it.

Syntax:

ClassName object = new ClassName(argument);

Example:

Integer number = new Integer(77);*//int*

Integer number2 = new Integer("77");*//String*

Float number3 = new Float(77.0);*//double argument*

Float number4 = new Float(77.0f);*//float argument*

Float number5 = new Float("77.0f");*//String*

Character c1 = new Character('S');*//Only char constructor*

Character c2 = new Character(1234);*//COMPILER ERROR*

Boolean b = new Boolean(true);*//value stored - true*

However, the way of creating an instance of wrapper classes using constructor is deprecated as of the latest version of JDK. This is because each time new memory is allocated in the heap when we create an object with the help of the constructor. Also, the constructor Character(char) has been deprecated since JDK version 9.

* **Using Wrapper class only (instead of the primitive type)**  
  We can create without using constructor as well by using the wrapper class instead of the primitive type to create a wrapper object without passing the value to the constructor like we did earlier method. And to get the value, we can print the particular object.

Syntax:

ClassName object = value;

*// of primitive data type associated with the wrapper class.*

Example:

public class CreatingWrapperObject {

public static void main(String[] args) {

*//Creating the object using the wrapper class*

without passing the value to the constructor

Integer intValue = 10; *// object intValue of type Integer will store the value 10 as int*

Double doubleValue = 8.89;

Character charValue = 'S';

*//Printing the values using the created objects*

System.out.println(intValue);

System.out.println(doubleValue);

System.out.println(charValue);

}

}

Output:

10

8.89

S

Another example where we are converting an Integer to a String, and using the length() method to calculate the length of the "string":

public class CreatingWrapperObject2 {

public static void main(String[] args) {

*//Creating the object using the Wrapper class*

Integer intValue = 1000;

*//Converting the integer value to String and assigning it to stringObject*

String stringObject = intValue.toString(); *//toString() method used for the conversion*

*//Printing the length of the String using length() method*

System.out.println(stringObject.length());

}

Output:

4

* **Using valueOf Static methods**  
  By using valueOf Static method, a Wrapper object can be created.

Syntax:

ClassName object = ClassName.valueOf(argument);

Example:

Integer hundred = Integer.valueOf("100");

*//100 is stored in variable. Here, Integer.valueOf(String str) is used.*

Integer seven = Integer.valueOf("111", 2);

*//binary 111 is converted to 7. Here, Integer.valueOf(String str, int base) is used.*

**Note:**

The difference in using the other methods and valueOf() static method is - By using the Constructor or Wrapper Class method we will always create a new object which will allocate a new memory in the heap each time, while using valueOf() static method, it may return a cached value with-in a range.

=====

What are differences in the two ways of creating Wrapper classes?

What are differences in the two ways of creating Wrapper Classes? The difference is that **using the Constructor you will always create a new object, while using valueOf() static method, it may return you a cached value with-in a range**.

What is auto boxing?

## Autoboxing

Autoboxing is the automatic conversion that the Java compiler makes between the primitive types and their corresponding object wrapper classes. For example, converting an *int*to an *Integer*, a *double*to a *Double*, and so on.

### Autoboxing Example

This program demonstrates the *auto-boxing* of all the *primitive types*.

/\*\*

\* Class to demonstrate auto-boxing the primitive types.

\* @author javaguides.net

\*

\*/

public class AutoBoxingExample {

public static void main(String[] args) {

byte b = 100; //Primitive byte data

Byte B = b; //Auto-Boxing of byte data

System.out.println(B);

short s = 100; //Primitive short data

Short S = s; //Auto-Boxing of short data

System.out.println(S);

int i = 200; //Primitive int Data

Integer I = i; //Auto-Boxing of int data

System.out.println(I);

long l = 250;

Long L = l;

System.out.println(L);

float f = 120L;

Float F = f;

System.out.println(F);

double d = 18.58;

Double D = d;

System.out.println(D);

boolean bln = false;

Boolean BLN = bln;

System.out.println(BLN);

char c = 'C';

Character C = c;

System.out.println(C);

}

}

Output:

100

100

200

250

120.0

18.58

false

C

 What are the advantages of auto boxing?

Autoboxing and unboxing **lets developers write cleaner code, making it easier to read**. The technique lets us use primitive types and Wrapper class objects interchangeably and we do not need to perform any typecasting explicitly.

What is casting?

Type casting is **when you assign a value of one primitive data type to another type**. In Java, there are two types of casting: Widening Casting (automatically) - converting a smaller type to a larger type size. byte -> short -> char -> int -> long -> float -> double.

## **Widening Casting**

Widening casting is done automatically when passing a smaller size type to a larger size type:

### Example

public class Main {

public static void main(String[] args) {

int myInt = 9;

double myDouble = myInt; // Automatic casting: int to double

System.out.println(myInt); // Outputs 9

System.out.println(myDouble); // Outputs 9.0

}

}

[Try it Yourself »](https://www.w3schools.com/java/tryjava.asp?filename=demo_casting_wide)

## **Narrowing Casting**

Narrowing casting must be done manually by placing the type in parentheses in front of the value:

### Example

public class Main {

public static void main(String[] args) {

double myDouble = 9.78d;

int myInt = (int) myDouble; // Manual casting: double to int

System.out.println(myDouble); // Outputs 9.78

System.out.println(myInt); // Outputs 9

}

}

what is implicit casting in java

**The process of converting one type of object and variable into another type** is referred to as Typecasting. When the conversion automatically performs by the compiler without the programmer's interference, it is called implicit type casting or widening casting.

**ImplicitTypecastingExample.java**

1. **public** **class** ImplicitTypecastingExample {
2. **public** **static** **void** main(String args[]) {
3. **byte** p = 12;
4. System.out.println("byte value : "+p);
5. // Implicit Typecasting
6. **short** q = p;
7. System.out.println("short value : "+q);
8. **int** r = q;
9. System.out.println("int value : "+r);
10. **long** s = r;
11. System.out.println("long value : "+s);
12. **float** t = s;
13. System.out.println("float value : "+t);
14. **double** u = t;
15. System.out.println("double value : "+u);
16. }
17. }

**Output:**

![Implicitly Typecasting in Java](data:image/png;base64,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)

**Explanation**

Why should you be careful about String concatenation(+) operator in loops?

If you concatenate Stings in loops for each iteration a new intermediate object is created in the String constant pool. This is not recommended as it causes memory issues. Therefore, concatenating strings in loops as shown in the following example is not recommended.

## **Example**

public class StringExample {

   public static void main(String args[]) {

      String stringArray[] = {"Java", "JavaFX", "HBase", "Oracle"};

      String singleString = new String();

      for (int i=0; i<stringArray.length; i++) {

         singleString = singleString+stringArray[i]+" ";

      }

      System.out.println(singleString);

   }

}

Can you give examples of different utility methods in String class?

# Empty Checks Methods

## 1. isEmpty(CharSequence cs)

Checks if a CharSequence is empty ("") or null.

public static boolean isEmpty(final CharSequence cs) {

return cs == null || cs.length() == 0;

}

JUnit test case for the above method:

@Test

public void isEmptyTest() {

assertTrue(isEmpty(null));

assertTrue(isEmpty(""));

assertFalse(isEmpty(" "));

assertFalse(isEmpty("bob"));

assertFalse(isEmpty(" bob "));

}

## 2. isNotEmpty(final CharSequence cs)

Checks if a CharSequence is not empty ("") and not null.

public static boolean isNotEmpty(final CharSequence cs) {

return !isEmpty(cs);

}

public static boolean isEmpty(final CharSequence cs) {

return cs == null || cs.length() == 0;

}

Note that isNotEmpty() internally made a call to isEmpty() method.

## 3. isAnyEmpty(final CharSequence... css)

Checks if any of the CharSequences are empty ("") or null.

public static boolean isAnyEmpty(final CharSequence... css) {

if (css != null && css.length == 0) {

return false;

}

for (final CharSequence cs : css){

if (isEmpty(cs)) {

return true;

}

}

return false;

}

Note that isAnyEmpty() internally made a call to isEmpty() method. JUnit test case for isAnyEmpty(final CharSequence... css) method:

@Test

public void isAnyEmptyTest() {

assertTrue(isAnyEmpty((String) null));

assertFalse(isAnyEmpty((String[]) null));

assertTrue(isAnyEmpty(null, "foo"));

assertTrue(isAnyEmpty("", "bar"));

assertTrue(isAnyEmpty("bob", ""));

assertTrue(isAnyEmpty(" bob ", null));

assertFalse(isAnyEmpty("foo", "bar"));

assertFalse(isAnyEmpty(new String[]{}));

assertTrue(isAnyEmpty(new String[]{""}));

}

## 4. isBlank(final CharSequence cs)

Checks if a CharSequence is empty (""), null or whitespace only. This method is similar to isEmpty()but additionally checks for whitespace.

public static boolean isBlank(final CharSequence cs) {

int strLen;

if (cs == null || (strLen = cs.length()) == 0) {

return true;

}

for (int i = 0; i < strLen; i++) {

if (!Character.isWhitespace(cs.charAt(i))) {

return false;

}

}

return true;

}

JUnit test case for isBlank(final CharSequence cs) method:

@Test

public void isBlankTest() {

assertTrue(isBlank(null));

assertTrue(isBlank(""));

assertTrue(isBlank(" "));

assertFalse(isBlank("bob"));

assertFalse(isBlank(" bob "));

}

## 5. isNotBlank(final CharSequence cs)

Checks if a CharSequence is not empty (""), not null, and not whitespace only.

public static boolean isNotBlank(final CharSequence cs) {

return !isBlank(cs);

}

Note that this method internally made a call to the *isBlank()* method.

## 6. isAnyBlank(final CharSequence... css)

Checks if any of the CharSequences are empty ("") or null or whitespace only.

public static boolean isAnyBlank(final CharSequence... css) {

if (css != null && css.length == 0) {

return false;

}

for (final CharSequence cs : css){

if (isBlank(cs)) {

return true;

}

}

return false;

}

JUnit test case for this method:

@Test

public void isAnyBlankTest() {

assertFalse(isAnyBlank((String[]) null));

assertTrue(isAnyBlank((String) null));

assertTrue(isAnyBlank(null, "foo"));

assertTrue(isAnyBlank(null, null));

assertTrue(isAnyBlank("", "bar"));

assertTrue(isAnyBlank("bob", ""));

assertTrue(isAnyBlank(" bob ", null));

assertTrue(isAnyBlank(" ", "bar"));

assertFalse(isAnyBlank(new String[] {}));

assertTrue(isAnyBlank(new String[] { "" }));

assertFalse(isAnyBlank("foo", "bar"));

}

# Check for Whitespace

## 7. containsWhitespace(CharSequence seq)

Check whether the given CharSequence contains any whitespace characters.

Whitespace is defined by *Character.isWhitespace(char)*.

Returns true if the CharSequence is not empty and contains at least 1 (breaking) whitespace character

public static boolean containsWhitespace(final CharSequence seq) {

if (isEmpty(seq)) {

return false;

}

final int strLen = seq.length();

for (int i = 0; i < strLen; i++) {

if (Character.isWhitespace(seq.charAt(i))) {

return true;

}

}

return false;

}

JUnit Test Case:

@Test

public void testContainsWhitespace() {

assertFalse(containsWhitespace(null));

assertFalse(containsWhitespace(""));

assertFalse(containsWhitespace("a"));

assertFalse(containsWhitespace("abc"));

assertTrue(containsWhitespace(" "));

assertTrue(containsWhitespace(" a"));

assertTrue(containsWhitespace("abc "));

assertTrue(containsWhitespace("a b"));

assertTrue(containsWhitespace("a b"));

}

# Trim Methods

## 8. trimArrayElements( String[] array)

Trim the elements of the given String array, calling *String.trim()* on each of them.

/\*\*

\* Trim the elements of the given {@code String} array,

\* calling {@code String.trim()} on each of them.

\* @param array the original {@code String} array

\* @return the resulting array (of the same size) with trimmed elements

\*/

public static String[] trimArrayElements( String[] array) {

if (isEmpty(array)) {

return new String[0];

}

String[] result = new String[array.length];

for (int i = 0; i < array.length; i++) {

String element = array[i];

result[i] = (element != null ? element.trim() : null);

}

return result;

}

## 9. trimWhitespace(String str)

Trim leading and trailing whitespace from the given String.

/\*\*

\* Trim leading and trailing whitespace from the given {@code String}.

\* @param str the {@code String} to check

\* @return the trimmed {@code String}

\* @see java.lang.Character#isWhitespace

\*/

public static String trimWhitespace(String str) {

if (!hasLength(str)) {

return str;

}

int beginIndex = 0;

int endIndex = str.length() - 1;

while (beginIndex <= endIndex && Character.isWhitespace(str.charAt(beginIndex))) {

beginIndex++;

}

while (endIndex > beginIndex && Character.isWhitespace(str.charAt(endIndex))) {

endIndex--;

}

return str.substring(beginIndex, endIndex + 1);

}

JUnit test case:

@Test

public void testTrimWhitespace() {

assertEquals(null, trimWhitespace(null));

assertEquals("", trimWhitespace(""));

assertEquals("", trimWhitespace(" "));

assertEquals("", trimWhitespace("\t"));

assertEquals("a", trimWhitespace(" a"));

assertEquals("a", trimWhitespace("a "));

assertEquals("a", trimWhitespace(" a "));

assertEquals("a b", trimWhitespace(" a b "));

assertEquals("a b c", trimWhitespace(" a b c "));

}

## 10. trimAllWhitespace(String str)

Trim all whitespace from the given String: leading, trailing, and in between characters.

/\*\*

\* Trim <i>all</i> whitespace from the given {@code String}:

\* leading, trailing, and in between characters.

\* @param str the {@code String} to check

\* @return the trimmed {@code String}

\* @see java.lang.Character#isWhitespace

\*/

public static String trimAllWhitespace(String str) {

if (!hasLength(str)) {

return str;

}

int len = str.length();

StringBuilder sb = new StringBuilder(str.length());

for (int i = 0; i < len; i++) {

char c = str.charAt(i);

if (!Character.isWhitespace(c)) {

sb.append(c);

}

}

return sb.toString();

}

JUnit test case:

@Test

public void testTrimAllWhitespace() {

assertEquals("", trimAllWhitespace(""));

assertEquals("", trimAllWhitespace(" "));

assertEquals("", trimAllWhitespace("\t"));

assertEquals("a", trimAllWhitespace(" a"));

assertEquals("a", trimAllWhitespace("a "));

assertEquals("a", trimAllWhitespace(" a "));

assertEquals("ab", trimAllWhitespace(" a b "));

assertEquals("abc", trimAllWhitespace(" a b c "));

}

# Alpha, Numeric, and Case Related Methods

## 11. uppercaseFirstChar(String in)

This method returns the input argument but ensures the first character is capitalized (if possible).

/\*\*

\* Returns the input argument, but ensures the first character is capitalized (if possible).

\* @param in the string to uppercase the first character.

\* @return the input argument, but with the first character capitalized (if possible).

\* @since 1.2

\*/

public static String uppercaseFirstChar(String in) {

if (in == null || in.length() == 0) {

return in;

}

int length = in.length();

StringBuilder sb = new StringBuilder(length);

sb.append(Character.toUpperCase(in.charAt(0)));

if (length > 1) {

String remaining = in.substring(1);

sb.append(remaining);

}

return sb.toString();

}

JUnit test case:

@Test

public void uppercaseFirstCharTest() {

assertEquals("Javaguides", uppercaseFirstChar("javaguides"));

assertEquals("Java", uppercaseFirstChar("java"));

System.out.println(uppercaseFirstChar("javaguides"));

}

## 12. isAlphaSpace(CharSequence cs)

This method checks if the *CharSequence* contains only Unicode letters and space (' ').

public static boolean isAlphaSpace(final CharSequence cs) {

if (cs == null) {

return false;

}

final int sz = cs.length();

for (int i = 0; i < sz; i++) {

if (!Character.isLetter(cs.charAt(i)) && cs.charAt(i) != ' ') {

return false;

}

}

return true;

}

JUnit test case:

@Test

public void testIsAlphaspace() {

assertFalse(isAlphaSpace(null));

assertTrue(isAlphaSpace(""));

assertTrue(isAlphaSpace(" "));

assertTrue(isAlphaSpace("a"));

assertTrue(isAlphaSpace("A"));

assertTrue(isAlphaSpace("kgKgKgKgkgkGkjkjlJlOKLgHdGdHgl"));

assertTrue(isAlphaSpace("ham kso"));

assertFalse(isAlphaSpace("1"));

assertFalse(isAlphaSpace("hkHKHik6iUGHKJgU7tUJgKJGI87GIkug"));

assertFalse(isAlphaSpace("\_"));

assertFalse(isAlphaSpace("hkHKHik\*khbkuh"));

}

## 13. isAlphanumericSpace(CharSequence cs)

This method checks if the *CharSequence* contains only Unicode letters, digits, or space (' ').

public static boolean isAlphanumericSpace(final CharSequence cs) {

if (cs == null) {

return false;

}

final int sz = cs.length();

for (int i = 0; i < sz; i++) {

if (!Character.isLetterOrDigit(cs.charAt(i)) && cs.charAt(i) != ' ') {

return false;

}

}

return true;

}

JUnit test case:

@Test

public void testIsAlphanumericSpace() {

assertFalse(StringUtility.isAlphanumericSpace(null));

assertTrue(StringUtility.isAlphanumericSpace(""));

assertTrue(StringUtility.isAlphanumericSpace(" "));

assertTrue(StringUtility.isAlphanumericSpace("a"));

assertTrue(StringUtility.isAlphanumericSpace("A"));

assertTrue(StringUtility.isAlphanumericSpace("kgKgKgKgkgkGkjkjlJlOKLgHdGdHgl"));

assertTrue(StringUtility.isAlphanumericSpace("ham kso"));

assertTrue(StringUtility.isAlphanumericSpace("1"));

assertTrue(StringUtility.isAlphanumericSpace("hkHKHik6iUGHKJgU7tUJgKJGI87GIkug"));

assertFalse(StringUtility.isAlphanumericSpace("\_"));

assertFalse(StringUtility.isAlphanumericSpace("hkHKHik\*khbkuh"));

}

## 14. isNumeric(CharSequence cs)

This method checks if the *CharSequence* contains only Unicode digits. A decimal point is not a Unicode digit and returns false.

public static boolean isNumeric(final CharSequence cs) {

if (isEmpty(cs)) {

return false;

}

final int sz = cs.length();

for (int i = 0; i < sz; i++) {

if (!Character.isDigit(cs.charAt(i))) {

return false;

}

}

return true;

}

JUnit test case:

@Test

public void testIsNumeric() {

assertFalse(StringUtility.isNumeric(null));

assertFalse(StringUtility.isNumeric(""));

assertFalse(StringUtility.isNumeric(" "));

assertFalse(StringUtility.isNumeric("a"));

assertFalse(StringUtility.isNumeric("A"));

assertFalse(StringUtility.isNumeric("kgKgKgKgkgkGkjkjlJlOKLgHdGdHgl"));

assertFalse(StringUtility.isNumeric("ham kso"));

assertTrue(StringUtility.isNumeric("1"));

assertTrue(StringUtility.isNumeric("1000"));

assertTrue(StringUtility.isNumeric("\u0967\u0968\u0969"));

assertFalse(StringUtility.isNumeric("\u0967\u0968 \u0969"));

assertFalse(StringUtility.isNumeric("2.3"));

assertFalse(StringUtility.isNumeric("10 00"));

assertFalse(StringUtility.isNumeric("hkHKHik6iUGHKJgU7tUJgKJGI87GIkug"));

assertFalse(StringUtility.isNumeric("\_"));

assertFalse(StringUtility.isNumeric("hkHKHik\*khbkuh"));

assertFalse(StringUtility.isNumeric("+123"));

assertFalse(StringUtility.isNumeric("-123"));

}

## 15. isNumericSpace(CharSequence cs)

This method checks if the *CharSequence* contains only Unicode digits or space (' '). A decimal point is not a Unicode digit and returns false.

public static boolean isNumericSpace(final CharSequence cs) {

if (cs == null) {

return false;

}

final int sz = cs.length();

for (int i = 0; i < sz; i++) {

if (!Character.isDigit(cs.charAt(i)) && cs.charAt(i) != ' ') {

return false;

}

}

return true;

}

JUnit test case:

@Test

public void testIsNumericSpace() {

assertFalse(StringUtility.isNumericSpace(null));

assertTrue(StringUtility.isNumericSpace(""));

assertTrue(StringUtility.isNumericSpace(" "));

assertFalse(StringUtility.isNumericSpace("a"));

assertFalse(StringUtility.isNumericSpace("A"));

assertFalse(StringUtility.isNumericSpace("kgKgKgKgkgkGkjkjlJlOKLgHdGdHgl"));

assertFalse(StringUtility.isNumericSpace("ham kso"));

assertTrue(StringUtility.isNumericSpace("1"));

assertTrue(StringUtility.isNumericSpace("1000"));

assertFalse(StringUtility.isNumericSpace("2.3"));

assertTrue(StringUtility.isNumericSpace("10 00"));

assertTrue(StringUtility.isNumericSpace("\u0967\u0968\u0969"));

assertTrue(StringUtility.isNumericSpace("\u0967\u0968 \u0969"));

assertFalse(StringUtility.isNumericSpace("hkHKHik6iUGHKJgU7tUJgKJGI87GIkug"));

assertFalse(StringUtility.isNumericSpace("\_"));

assertFalse(StringUtility.isNumericSpace("hkHKHik\*khbkuh"));

}

# File Related String Utility Methods

## 16. fromBufferedReader(BufferedReader bufferedReader)

Converts a *BufferedReader* into a *String*.

public static String fromBufferedReader(BufferedReader bufferedReader) {

StringBuffer sb = new StringBuffer();

try {

String line = bufferedReader.readLine();

while (line != null) {

sb.append(line);

line = bufferedReader.readLine();

if (line != null) {

sb.append("\n");

}

}

} catch (IOException e) {

// replace this with log.error

e.printStackTrace();

}

return sb.toString();

}

## 17. fromInputStream(InputStream inputStream)

Converts an *InputStream* into a *String*.

public static String fromInputStream(InputStream inputStream) {

InputStreamReader inputStreamReader = new InputStreamReader(inputStream);

BufferedReader bufferedReader = new BufferedReader(inputStreamReader);

return fromBufferedReader(bufferedReader);

}

# String Array related Utility Methods

## 18. arrayToMap(String[][] array)

Converts a 2-dimensional array into a map where the first dimension is 2 cell String array containing key and value respectively. Any array with fewer than 2 elements is ignored.

public static Map<String, String> arrayToMap(String[][] array) {

Map<String, String> map = new HashMap<String, String>();

for (String[] pair : array) {

if (pair.length > 1) {

// got a pair, add to map

map.put(pair[0], pair[1]);

}

}

return map;

}

## 19. startsWith(String[] array, String startsWith)

Searches through a given String array and returns an element that starts with the supplied startsWith string. This method ignores the case. If no match can be found then an empty string is returned.

public static String startsWith(String[] array, String startsWith) {

String lcStartsWith = startsWith.toLowerCase();

for (String element : array) {

if (element.toLowerCase().startsWith(lcStartsWith)) {

return element;

}

}

return "";

}

# Character related Utility Methods

## 20. trimLeadingCharacter(String str, char leadingCharacter)

This method trims all occurrences of the supplied leading character from the given String.

/\*\*

\* Trim all occurrences of the supplied leading character from the given {@code String}.

\* @param str the {@code String} to check

\* @param leadingCharacter the leading character to be trimmed

\* @return the trimmed {@code String}

\*/

public static String trimLeadingCharacter(String str, char leadingCharacter) {

if (!hasLength(str)) {

return str;

}

StringBuilder sb = new StringBuilder(str);

while (sb.length() > 0 && sb.charAt(0) == leadingCharacter) {

sb.deleteCharAt(0);

}

return sb.toString();

}

JUnit test case:

@Test

public void testTrimLeadingCharacter() {

assertEquals(null, StringUtility.trimLeadingCharacter(null, ' '));

assertEquals("", StringUtility.trimLeadingCharacter("", ' '));

assertEquals("", StringUtility.trimLeadingCharacter(" ", ' '));

assertEquals("\t", StringUtility.trimLeadingCharacter("\t", ' '));

assertEquals("a", StringUtility.trimLeadingCharacter(" a", ' '));

assertEquals("a ", StringUtility.trimLeadingCharacter("a ", ' '));

assertEquals("a ", StringUtility.trimLeadingCharacter(" a ", ' '));

assertEquals("a b ", StringUtility.trimLeadingCharacter(" a b ", ' '));

assertEquals("a b c ", StringUtility.trimLeadingCharacter(" a b c ", ' '));

}

## 21. trimTrailingCharacter(String str, char trailingCharacter)

This method trims all occurrences of the supplied trailing character from the given String.

/\*\*

\* Trim all occurrences of the supplied trailing character from the given {@code String}.

\* @param str the {@code String} to check

\* @param trailingCharacter the trailing character to be trimmed

\* @return the trimmed {@code String}

\*/

public static String trimTrailingCharacter(String str, char trailingCharacter) {

if (!hasLength(str)) {

return str;

}

StringBuilder sb = new StringBuilder(str);

while (sb.length() > 0 && sb.charAt(sb.length() - 1) == trailingCharacter) {

sb.deleteCharAt(sb.length() - 1);

}

return sb.toString();

}

JUnit test case:

@Test

public void testTrimTrailingCharacter() {

assertEquals(null, StringUtility.trimTrailingCharacter(null, ' '));

assertEquals("", StringUtility.trimTrailingCharacter("", ' '));

assertEquals("", StringUtility.trimTrailingCharacter(" ", ' '));

assertEquals("\t", StringUtility.trimTrailingCharacter("\t", ' '));

assertEquals("a", StringUtility.trimTrailingCharacter("a ", ' '));

assertEquals(" a", StringUtility.trimTrailingCharacter(" a", ' '));

assertEquals(" a", StringUtility.trimTrailingCharacter(" a ", ' '));

assertEquals(" a b", StringUtility.trimTrailingCharacter(" a b ", ' '));

assertEquals(" a b c", StringUtility.trimTrailingCharacter(" a b c ", ' '));

}

# Other Utility Methods

## 22. startsWithIgnoreCase( String str, String prefix)

Test if the given string starts with the specified prefix, ignoring upper/lower case.

/\*\*

\* Test if the given {@code String} starts with the specified prefix,

\* ignoring upper/lower case.

\* @param str the {@code String} to check

\* @param prefix the prefix to look for

\* @see java.lang.String#startsWith

\*/

public static boolean startsWithIgnoreCase( String str, String prefix) {

return (str != null && prefix != null && str.length() >= prefix.length() &&

str.regionMatches(true, 0, prefix, 0, prefix.length()));

}

## 23. quote( String str)

Quote the given String with single quotes.

/\*\*

\* Quote the given {@code String} with single quotes.

\* @param str the input {@code String} (e.g. "myString")

\* @return the quoted {@code String} (e.g. "'myString'"),

\* or {@code null} if the input was {@code null}

\*/

public static String quote( String str) {

return (str != null ? "'" + str + "'" : null);

}

## 24. quoteIfString( Object obj)

Turn the given Object into a String with single quotes if it is a String; keeping the Object as-is else.

/\*\*

\* Turn the given Object into a {@code String} with single quotes

\* if it is a {@code String}; keeping the Object as-is else.

\* @param obj the input Object (e.g. "myString")

\* @return the quoted {@code String} (e.g. "'myString'"),

\* or the input object as-is if not a {@code String}

\*/

public static Object quoteIfString( Object obj) {

return (obj instanceof String ? quote((String) obj) : obj);

}

## 25. mergeStringArrays(String array1[], String array2[])

/\*\*

\* This String utility or util method can be used to merge 2 arrays of

\* string values. If the input arrays are like this array1 = {"a", "b" ,

\* "c"} array2 = {"c", "d", "e"} Then the output array will have {"a", "b" ,

\* "c", "d", "e"}

\*

\* This takes care of eliminating duplicates and checks null values.

\*

\* @param values

\* @return

\*/

public static String[] mergeStringArrays(String array1[], String array2[]) {

if (array1 == null || array1.length == 0)

return array2;

if (array2 == null || array2.length == 0)

return array1;

List<String> array1List = Arrays.asList(array1);

List<String> array2List = Arrays.asList(array2);

List<String> result = new ArrayList<String>(array1List);

List<String> tmp = new ArrayList<String>(array1List);

tmp.retainAll(array2List);

result.removeAll(tmp);

result.addAll(array2List);

return ((String[]) result.toArray(new String[result.size()]));

}

public static void main(String[] args) {

String[] strArray = mergeStringArrays(new String[] {"abc","xyz","pqr"}, new String[] {"ABC","PQR"});

for(String string : strArray){

System.out.println(string);

}

}

Output:

abc

xyz

pqr

ABC

PQR

## 26. endsWithIgnoreCase(String str, String suffix)

Check a string ends with another string ignoring the case.

/\*\*

\* Check a String ends with another string ignoring the case.

\*

\* @param str

\* @param suffix

\* @return

\*/

public static boolean endsWithIgnoreCase(String str, String suffix) {

if (str == null || suffix == null) {

return false;

}

if (str.endsWith(suffix)) {

return true;

}

if (str.length() < suffix.length()) {

return false;

} else {

return str.toLowerCase().endsWith(suffix.toLowerCase());

}

}

## 27. startsWithIgnoreCase(String str, String prefix)

Check a string starts with another string ignoring the case.

/\*\*

\* Check a String starts with another string ignoring the case.

\*

\* @param str

\* @param prefix

\* @return

\*/

public static boolean startsWithIgnoreCase(String str, String prefix) {

if (str == null || prefix == null) {

return false;

}

if (str.startsWith(prefix)) {

return true;

}

if (str.length() < prefix.length()) {

return false;

} else {

return str.toLowerCase().startsWith(prefix.toLowerCase());

}

}

What is a class?

A class is a group of objects which have common properties. It is a template or blueprint from which objects are created. It is a logical entity. It can't be physical.

A class in Java can contain:

* **Fields**
* **Methods**
* **Constructors**
* **Blocks**
* **Nested class and interface**

Syntax to declare a class:

1. **class** <class\_name>{
2. field;
3. method;
4. }

What is an object?

What is an object in Java

An entity that has state and behavior is known as an object e.g., chair, bike, marker, pen, table, car, etc. It can be physical or logical (tangible and intangible). The example of an intangible object is the banking system.

An object has three characteristics:

Skip Ad

* **State:** represents the data (value) of an object.
* **Behavior:** represents the behavior (functionality) of an object such as deposit, withdraw, etc.
* **Identity:** An object identity is typically implemented via a unique ID. The value of the ID is not visible to the external user. However, it is used internally by the JVM to identify each object uniquely.

For Example, Pen is an object. Its name is Reynolds; color is white, known as its state. It is used to write, so writing is its behavior.

**An object is an instance of a class.** A class is a template or blueprint from which objects are created. So, an object is the instance(result) of a class.

**Object Definitions:**

* An object is *a real-world entity*.
* An object is *a runtime entity*.
* The object is *an entity which has state and behavior*.
* The object is *an instance of a class*.

What is state of an object?

State of an object - The state or attributes are **the built in characteristics or properties of an object**. For example, a T.V has the size, colour, model etc. Behaviour of the object - The behavior or operations of an object are its predefined functions. For example, a T.V.

What is the super class of every class in Java?

The class named Object is the super class of every class in Java.

Explain about toString method ?

## **Description**

The method is used to get a String object representing the value of the Number Object.

If the method takes a primitive data type as an argument, then the String object representing the primitive data type value is returned.

If the method takes two arguments, then a String representation of the first argument in the radix specified by the second argument will be returned.

## **Syntax**

Following are all the variants of this method −

String toString()

static String toString(int i)

## **Parameters**

Here is the detail of parameters −

* **i** − An int for which string representation would be returned.

## **Return Value**

* **toString()** − This returns a String object representing the value of **this** Integer.
* **toString(int i)** − This returns a String object representing the specified integer.

## **Example**

[Live Demo](http://tpcg.io/QV9fam)

public class Test {

public static void main(String args[]) {

Integer x = 5;

System.out.println(x.toString());

System.out.println(Integer.toString(12));

}

}

This will produce the following result −

## **Output**

5

12

What is the use of equals method in Java?

The equals() method compares two strings, and returns true if the strings are equal, and false if not.

 What are the important things to consider when implementing equals method?

**The equals() method must be:**

* reflexive: an object must equal itself.
* symmetric: x. equals(y) must return the same result as y. equals(x)
* transitive: if x. equals(y) and y. ...
* consistent: the value of equals() should change only if a property that is contained in equals() changes (no randomness allowed)

What is the Hashcode method used for in Java?

hashCode in Java is a function that **returns the hashcode value of an object on calling**. It returns an integer or a 4 bytes value which is generated by the hashing algorithm. The process of assigning a unique value to an object or attribute using an algorithm, which enables quicker access, is known as hashing.24

## What is Inheritance?

**Inheritance** is a mechanism in which one class acquires the property of another class. For example, a child inherits the traits of his/her parents. With inheritance, we can reuse the fields and methods of the existing class. Hence, inheritance facilitates Reusability and is an important concept of OOPs.

In this tutorial, you will learn-

* [Types of Inheritance](https://www.guru99.com/java-class-inheritance.html#types-of-inheritance)
* [Inheritance in Java](https://www.guru99.com/java-class-inheritance.html#inheritance-in-java)
* [Java Inheritance Example](https://www.guru99.com/java-class-inheritance.html#java-inheritance-example)
* [Super Keyword](https://www.guru99.com/java-class-inheritance.html#super-keyword)
* [Learn Inheritance in OOP’s with Example](https://www.guru99.com/java-class-inheritance.html#learn-inheritance-in-oops-with-example)

## Types of Inheritance

Here are the different types of inheritance in Java:

### Single Inheritance:

In Single Inheritance one class extends another class (one class only).
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In above diagram, Class B extends only Class A. Class A is a super class and Class B is a Sub-class.
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### Multiple Inheritance:

Multiple Inheritance is one of the inheritance in Java types where one class extending more than one class. Java does not support multiple inheritance.
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As per above diagram, Class C extends Class A and Class B both.

### Multilevel Inheritance:

In Multilevel Inheritance, one class can inherit from a derived class. Hence, the derived class becomes the base class for the new class.
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As per shown in diagram Class C is subclass of B and B is a of subclass Class A.

### Hierarchical Inheritance:

In Hierarchical Inheritance, one class is inherited by many sub classes.
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As per above example, Class B, C, and D inherit the same class A.

### Hybrid Inheritance:

Hybrid inheritance is one of the inheritance types in Java which is a combination of Single and Multiple inheritance.
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As per above example, all the public and protected members of Class A are inherited into Class D, first via Class B and secondly via Class C.

**Note:** Java doesn’t support hybrid/Multiple inheritence

## Inheritance In Java

**Java Inheritance** is a mechanism in which one class acquires the property of another class. In Java, when an “Is-A” relationship exists between two classes, we use Inheritance. The parent class is called a super class and the inherited class is called a subclass. The keyword extends is used by the sub class to inherit the features of super class.

Inheritance is important since it leads to the reusability of code.

**Java Inheritance Syntax:**

class subClass extends superClass

{

//methods and fields

}

## Java Inheritance Example

Here is an example of inheritance in Java:
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Java Inheritance Example

class Doctor {

void Doctor\_Details() {

System.out.println("Doctor Details...");

}

}

class Surgeon extends Doctor {

void Surgeon\_Details() {

System.out.println("Surgen Detail...");

}

}

public class Hospital {

public static void main(String args[]) {

Surgeon s = new Surgeon();

s.Doctor\_Details();

s.Surgeon\_Details();

}

}

What is method overloading?

# **Method Overloading in Java**

1. [Different ways to overload the method](https://www.javatpoint.com/method-overloading-in-java#monumberofways)
2. [By changing the no. of arguments](https://www.javatpoint.com/method-overloading-in-java#mobynumber)
3. [By changing the datatype](https://www.javatpoint.com/method-overloading-in-java#mobydatatype)
4. [Why method overloading is not possible by changing the return type](https://www.javatpoint.com/method-overloading-in-java#moreturntype)
5. [Can we overload the main method](https://www.javatpoint.com/method-overloading-in-java#momainmethod)
6. [method overloading with Type Promotion](https://www.javatpoint.com/method-overloading-in-java#motypepromotion)

If a [class](https://www.javatpoint.com/object-and-class-in-java) has multiple methods having same name but different in parameters, it is known as **Method Overloading**.

If we have to perform only one operation, having same name of the methods increases the readability of the [program](https://www.javatpoint.com/java-programs).

Suppose you have to perform addition of the given numbers but there can be any number of arguments, if you write the method such as a(int,int) for two parameters, and b(int,int,int) for three parameters then it may be difficult for you as well as other programmers to understand the behavior of the method because its name differs.

So, we perform method overloading to figure out the program quickly.
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## **Advantage of method overloading**

Method overloading increases the readability of the program.

### Different ways to overload the method

There are two ways to overload the method in java

1. By changing number of arguments
2. By changing the data type

#### **In Java, Method Overloading is not possible by changing the return type of the method only.**

### 1) Method Overloading: changing no. of arguments

In this example, we have created two methods, first add() method performs addition of two numbers and second add method performs addition of three numbers.

In this example, we are creating [static methods](https://www.javatpoint.com/static-keyword-in-java) so that we don't need to create instance for calling methods.

1. **class** Adder{
2. **static** **int** add(**int** a,**int** b){**return** a+b;}
3. **static** **int** add(**int** a,**int** b,**int** c){**return** a+b+c;}
4. }
5. **class** TestOverloading1{
6. **public** **static** **void** main(String[] args){
7. System.out.println(Adder.add(11,11));
8. System.out.println(Adder.add(11,11,11));
9. }}

[**Test it Now**](https://www.javatpoint.com/opr/test.jsp?filename=TestOverloading1)

Output:

22

33

What is method overriding?

# **Method Overriding in Java**

1. [Understanding the problem without method overriding](https://www.javatpoint.com/method-overriding-in-java#moverproblem)
2. [Can we override the static method](https://www.javatpoint.com/method-overriding-in-java#movercanstatic)
3. [Method overloading vs. method overriding](https://www.javatpoint.com/method-overriding-in-java#moverdiff)

If subclass (child class) has the same method as declared in the parent class, it is known as **method overriding in Java**.

In other words, If a subclass provides the specific implementation of the method that has been declared by one of its parent class, it is known as method overriding.

### Usage of Java Method Overriding

* Method overriding is used to provide the specific implementation of a method which is already provided by its superclass.
* Method overriding is used for runtime polymorphism

#### **Rules for Java Method Overriding**

1. The method must have the same name as in the parent class
2. The method must have the same parameter as in the parent class.
3. There must be an IS-A relationship (inheritance).
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### Understanding the problem without method overriding

Let's understand the problem that we may face in the program if we don't use method overriding.

1. //Java Program to demonstrate why we need method overriding
2. //Here, we are calling the method of parent class with child
3. //class object.
4. //Creating a parent class
5. **class** Vehicle{
6. **void** run(){System.out.println("Vehicle is running");}
7. }
8. //Creating a child class
9. **class** Bike **extends** Vehicle{
10. **public** **static** **void** main(String args[]){
11. //creating an instance of child class
12. Bike obj = **new** Bike();
13. //calling the method with child class instance
14. obj.run();
15. }
16. }

[**Test it Now**](https://www.javatpoint.com/opr/test.jsp?filename=Bike)

Output:

Vehicle is running

 Can super class reference variable can hold an object of sub class?

Yes, the super class reference variable can hold the sub class object actually, it is widening in case of objects (Conversion of lower datatype to a higher datatype).

But, using this reference you can access the members of super class only, if you try to access the sub class members a compile time error will be generated.

## **Example**

In the following Java example, we have two classes namely Person and Student. The Person class has two instance variables name and age and one instance method displayPerson() which displays the name and age.

The Student extends the person class and in addition to the inherited name and age it has two more variables branch and student\_id. It has a method displayData() which displays all four values.

In the main method, we are assigning the subclass object with the super class reference variable

class Person{

   private String name;

   private int age;

   public Person(String name, int age){

      this.name = name;

      this.age = age;

   }

   public void displayPerson() {

      System.out.println("Data of the Person class: ");

      System.out.println("Name: "+this.name);

      System.out.println("Age: "+this.age);

   }

}

public class Student extends Person {

   public String branch;

   public int Student\_id;

   public Student(String name, int age, String branch, int Student\_id){

      super(name, age);

      this.branch = branch;

      this.Student\_id = Student\_id;

   }

   public void displayStudent() {

      System.out.println("Data of the Student class: ");

      System.out.println("Name: "+this.name);

      System.out.println("Age: "+this.age);

      System.out.println("Branch: "+this.branch);

      System.out.println("Student ID: "+this.Student\_id);

   }

   public static void main(String[] args) {

      Person person = new Student("Krishna", 20, "IT", 1256);

      person.displayPerson();

   }

}

## **Output**

Data of the Person class:

Name: Krishna

Age: 20

Is multiple inheritance allowed in Java?

**The Java programming language supports multiple inheritance of type**, which is the ability of a class to implement more than one interface. An object can have multiple types: the type of its own class and the types of all the interfaces that the class implements.

What is an interface?

# **Interface in Java**

1. [Interface](https://www.javatpoint.com/interface-in-java)
2. [Example of Interface](https://www.javatpoint.com/interface-in-java#interfaceex)
3. [Multiple inheritance by Interface](https://www.javatpoint.com/interface-in-java#interfacemultiple)
4. [Why multiple inheritance is supported in Interface while it is not supported in case of class.](https://www.javatpoint.com/interface-in-java#interfacewhynot)
5. [Marker Interface](https://www.javatpoint.com/interface-in-java#interfacemarker)
6. [Nested Interface](https://www.javatpoint.com/nested-interface)

An **interface in Java** is a blueprint of a class. It has static constants and abstract methods.

The interface in Java is a mechanism to achieve [*abstraction*](https://www.javatpoint.com/abstract-class-in-java). There can be only abstract methods in the Java interface, not method body. It is used to achieve abstraction and multiple [inheritance in Java](https://www.javatpoint.com/inheritance-in-java).

In other words, you can say that interfaces can have abstract methods and variables. It cannot have a method body.

Java Interface also **represents the IS-A relationship**.
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It cannot be instantiated just like the abstract class.

Since Java 8, we can have **default and static methods** in an interface.

Since Java 9, we can have **private methods** in an interface.

## **Why use Java interface?**

There are mainly three reasons to use interface. They are given below.

* It is used to achieve abstraction.
* By interface, we can support the functionality of multiple inheritance.
* It can be used to achieve loose coupling.
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## **How to declare an interface?**

An interface is declared by using the interface keyword. It provides total abstraction; means all the methods in an interface are declared with the empty body, and all the fields are public, static and final by default. A class that implements an interface must implement all the methods declared in the interface.

### Syntax:

1. **interface** <interface\_name>{
3. // declare constant fields
4. // declare methods that abstract
5. // by default.
6. }

## **Java 8 Interface Improvement**

Since [Java 8](https://www.javatpoint.com/java-8-features), interface can have default and static methods which is discussed later.

## **Internal addition by the compiler**

#### **The Java compiler adds public and abstract keywords before the interface method. Moreover, it adds public, static and final keywords before data members.**

In other words, Interface fields are public, static and final by default, and the methods are public and abstract.
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#### **The relationship between classes and interfaces**

As shown in the figure given below, a class extends another class, an interface extends another interface, but a **class implements an interface**.
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## **Java Interface Example**

In this example, the Printable interface has only one method, and its implementation is provided in the A6 class.

1. **interface** printable{
2. **void** print();
3. }
4. **class** A6 **implements** printable{
5. **public** **void** print(){System.out.println("Hello");}
7. **public** **static** **void** main(String args[]){
8. A6 obj = **new** A6();
9. obj.print();
10. }
11. }

[**Test it Now**](https://www.javatpoint.com/opr/test.jsp?filename=A6)

Output:

Hello

Can you explain a few tricky things about interfaces?

* An interface cannot contain instance fields. The only fields that can appear in an interface must be declared both static and final.
* An interface is not extended by a class; it is implemented by a class.
* An interface can extend multiple interfaces.

Can you extend an interface?

An interface contains variables and methods like a class but the methods in an interface are abstract by default unlike a class. An interface extends another interface like a class implements an interface in interface inheritance.

A program that demonstrates extending interfaces in Java is given as follows:

## **Example**

[Live Demo](http://tpcg.io/lntlby)

interface A {

   void funcA();

}

interface B extends A {

   void funcB();

}

class C implements B {

   public void funcA() {

      System.out.println("This is funcA");

   }

   public void funcB() {

      System.out.println("This is funcB");

   }

}

public class Demo {

   public static void main(String args[]) {

      C obj = new C();

      obj.funcA();

      obj.funcB();

   }

}

## **Output**

This is funcA

This is funcB

 Can a class extend multiple interfaces?

# **Can an interface extend multiple interfaces in Java?**

Yes, we can do it. An interface can extend multiple interfaces in Java.

## **Example:**

interface A {

   public void test();

   public void test1();

}

interface B {

   public void test();

   public void test2();

}

interface C extends A,B {

   public void test3();

}

class D implements C {

   public void test() {

      System.out.println("Testing\n");

   }

   public void test1() {

      System.out.println("Testing1\n");

   }

   public void test2() {

      System.out.println("Testing2\n");

   }

   public void test3() {

      System.out.println("Testing3");

   }

}

public class Main {

   public static void main(String[] args) {

      D d=new D();

      d.test();

      d.test1();

      d.test2();

      d.test3();

   }

 }

## **Output:**

Testing

Testing1

Testing2

Testing3

Compare abstract class vs interface?

# **Difference between abstract class and interface**

Abstract class and interface both are used to achieve abstraction where we can declare the abstract methods. Abstract class and interface both can't be instantiated.

But there are many differences between abstract class and interface that are given below.

|  |  |
| --- | --- |
| **Abstract class** | **Interface** |
| 1) Abstract class can **have abstract and non-abstract** methods. | Interface can have **only abstract** methods. Since Java 8, it can have **default and static methods** also. |
| 2) Abstract class **doesn't support multiple inheritance**. | Interface **supports multiple inheritance**. |
| 3) Abstract class **can have final, non-final, static and non-static variables**. | Interface has **only static and final variables**. |
| 4) Abstract class **can provide the implementation of interface**. | Interface **can't provide the implementation of abstract class**. |
| 5) The **abstract keyword** is used to declare abstract class. | The **interface keyword** is used to declare interface. |
| 6) An **abstract class** can extend another Java class and implement multiple Java interfaces. | An **interface** can extend another Java interface only. |
| 7) An **abstract class** can be extended using keyword "extends". | An **interface** can be implemented using keyword "implements". |
| 8) A Java **abstract class** can have class members like private, protected, etc. | Members of a Java interface are public by default. |
| 9)**Example:** public abstract class Shape{ public abstract void draw(); } | **Example:** public interface Drawable{ void draw(); } |

Simply, abstract class achieves partial abstraction (0 to 100%) whereas interface achieves fully abstraction (100%).

### Example of abstract class and interface in Java

Let's see a simple example where we are using interface and abstract class both.
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1. //Creating interface that has 4 methods
2. **interface** A{
3. **void** a();//bydefault, public and abstract
4. **void** b();
5. **void** c();
6. **void** d();
7. }
9. //Creating abstract class that provides the implementation of one method of A interface
10. **abstract** **class** B **implements** A{
11. **public** **void** c(){System.out.println("I am C");}
12. }
14. //Creating subclass of abstract class, now we need to provide the implementation of rest of the methods
15. **class** M **extends** B{
16. **public** **void** a(){System.out.println("I am a");}
17. **public** **void** b(){System.out.println("I am b");}
18. **public** **void** d(){System.out.println("I am d");}
19. }
21. //Creating a test class that calls the methods of A interface
22. **class** Test5{
23. **public** **static** **void** main(String args[]){
24. A a=**new** M();
25. a.a();
26. a.b();
27. a.c();
28. a.d();
29. }}

[**Test it Now**](https://www.javatpoint.com/opr/test.jsp?filename=Test5)

Output:

I am a

I am b

I am c

I am d

What is constructor

## **What Does Constructor Mean?**

A constructor is a special method of a class or structure in object-oriented programming that initializes a newly created object of that type. Whenever an object is created, the constructor is called automatically.

How do you call a super class constructor from a constructor?

## 3. Use of super() to access superclass constructor

As we know, when an object of a class is created, its default constructor is automatically called.

To explicitly call the superclass constructor from the subclass constructor, we use super(). It's a special form of the super keyword.

super() can be used only inside the subclass constructor and must be the first statement.

### Example 4: Use of super()

class Animal {

// default or no-arg constructor of class Animal

Animal() {

System.out.println("I am an animal");

}

}

class Dog extends Animal {

// default or no-arg constructor of class Dog

Dog() {

// calling default constructor of the superclass

super();

System.out.println("I am a dog");

}

}

class Main {

public static void main(String[] args) {

Dog dog1 = new Dog();

}

}

[Run Code](https://www.programiz.com/java-programming/online-compiler)

**Output**

I am an animal

I am a dog

Can a constructor be called directly from a method?

## **nvoking a constructor from a method**

No, you cannot call a constructor from a method. The only place from which you can invoke constructors using “this()” or, “super()” is the first line of another constructor. If you try to invoke constructors explicitly elsewhere, a compile time error will be generated.

### Example

import java.util.Scanner;

public class Student {

   private String name;

   private int age;

   Student(){}

   Student(String name, int age){

      this.name = name;

      this.age = age;

   }

   public void SetValues(String name, int age){

      this(name, age);

   }

   public void display() {

      System.out.println("name: "+this.name);

      System.out.println("age: "+this.age);

   }

   public static void main(String args[]) {

      Scanner sc = new Scanner(System.in);

      System.out.println("Enter the name of the student: ");

      String name = sc.nextLine();

      System.out.println("Enter the age of the student: ");

      int age = sc.nextInt();

      Student obj = new Student();

      obj.SetValues(name, age);

      obj.display();

   }

}

### Compile time error

Student.java:12: error: call to this must be first statement in constructor

   this(name, age);

^

1 error

 Is a super class constructor called even when there is no explicit call from a sub class constructor?

**subclass implicitly call even default constructor present in super class which is non parameterised**. We have to call explicitly when we pass parameters to the constructor

What is the use of instanceof operator in Java?

The instanceof operator in Java is used **to check whether an object is an instance of a particular class or not**. objectName instanceOf className; Here, if objectName is an instance of className , the operator returns true . Otherwise, it returns false

The instanceof operator in Java is used to check whether an object is an instance of a particular class or not.

Its syntax is

objectName instanceOf className;

Here, if objectName is an instance of className, the operator returns true. Otherwise, it returns false.

### Example: Java instanceof

class Main {

public static void main(String[] args) {

// create a variable of string type

String name = "Programiz";

// checks if name is instance of String

boolean result1 = name instanceof String;

System.out.println("name is an instance of String: " + result1);

// create an object of Main

Main obj = new Main();

// checks if obj is an instance of Main

boolean result2 = obj instanceof Main;

System.out.println("obj is an instance of Main: " + result2);

}

}

[Run Code](https://www.programiz.com/java-programming/online-compiler)

**Output**

name is an instance of String: true

obj is an instance of Main: true

## What is Coupling in Java?

Coupling is nothing but the dependency of one class on the other. If one object in a code uses the other object in the program, it is called **loose coupling in Java**. In coupling, two classes or objects collaborate and work with each other to complete a pre-defined task. It simply means that one element requires another element to complete a function. It is known as collaboration when one class calls the logic of the other class.

## What are the Types of Coupling?

Coupling in Java is of two types.

### Loose Coupling in Java

When two classes, modules, or components have low dependencies on each other, it is called**loose coupling in Java**. **Loose coupling in Java** means that the classes are independent of each other. The only knowledge one class has about the other class is what the other class has exposed through its interfaces in loose coupling. If a situation requires objects to be used from outside, it is termed as a **loose coupling** situation.

Here, the parent object is rarely using the object, and the object can be easily changed from external sources. The **loose coupling in Java** has the edge over tight coupling as it reduces code maintenance and efforts. A change in one class does not require changes in the other class, and two classes can work independently.

**Example 1:** Imagine you have created two classes, A and B, in your program. Class A is called volume, and class B evaluates the volume of a cylinder. If you change class A volume, then you are not forced to change class B. This is called **loose coupling in Java**. When class A requires changes in class B, then you have tight coupling.

**Code**

|  |
| --- |
| package loosecoupling;   class Volume {     public static void main(String args[]) {          Cylinder b = new Cylinder(25, 25, 25);             System.out.println(b.getVolume());     }  }  final class Cylinder {      private int volume;      Cylinder(int length, int width, int height) {               this.volume = length \* width \* height;      }      public int getVolume() {               return volume;      }  } |

**Explanation:** In the above example, class A and class B are loosely coupled.

## Differences Between Loose Coupling and Tight Coupling

The following table lists the differences between**loose coupling** and tight coupling.

|  |  |
| --- | --- |
| **Loose Coupling** | **Tight Coupling** |
| Objects are independent of each other. | One object is dependent on the other object to complete a task. |
| Better testability | Testability is not as great as the **loose coupling in Java**. |
| Asynchronous communication | Synchronous communication |
| Less coordination. Swapping code between two classes is not easy. | Provides better coordination. You can easily swap code between two objects. |
| No concept of interface | Follows GOF principles to interface |
| Less information flow | More information flow |
| Highly changeable | It does not have the change capability. |

What is cohesion?

# Cohesion in Java

* **Difficulty Level :** [Basic](https://www.geeksforgeeks.org/basic/)
* **Last Updated :** 31 May, 2022

Cohesion in Java is the Object-Oriented principle most closely associated with making sure that a class is designed with a single, well-focused purpose. In object-oriented design, cohesion refers all to how a single class is designed.

***Note:****The more focused a class is, the more is the cohesiveness of that class.*

The advantage of high cohesion is that such classes are much easier to maintain (and less frequently changed) than classes with low cohesion. Another benefit of high cohesion is that classes with a well-focused purpose tend to be more reusable than other classes.

**Example:**Suppose we have a class that multiplies two numbers, but the same class creates a pop-up window displaying the result. This is an example of a low cohesive class because the window and the multiplication operation don’t have much in common. To make it high cohesive, we would have to create a class Display and a class Multiply. The Display will call Multiply’s method to get the result and display it. This way to develop a high cohesive solution.

**Let us understand the structure of the** **high cohesive program:**

* Java

|  |
| --- |
| // Java program to illustrate  // high cohesive behavior    class Multiply {        int a = 5;      int b = 5;        public int mul(int a, int b)      {          this.a = a;          this.b = b;          return a \* b;      }  }    class Display {      public static void main(String[] args)      {          Multiply m = new Multiply();          System.out.println(m.mul(5, 5));      }  } |

**Output**

25

 Can you create an inner class inside a method?

## **Method-local Inner Class**

In Java, we can write a class within a method and this will be a local type. Like local variables, the scope of the inner class is restricted within the method.

A method-local inner class can be instantiated only within the method where the inner class is defined. The following program shows how to use a method-local inner class.

**Example**

[Live Demo](http://tpcg.io/v5bNDt)

public class Outerclass {

// instance method of the outer class

void my\_Method() {

int num = 23;

// method-local inner class

class MethodInner\_Demo {

public void print() {

System.out.println("This is method inner class "+num);

}

} // end of inner class

// Accessing the inner class

MethodInner\_Demo inner = new MethodInner\_Demo();

inner.print();

}

public static void main(String args[]) {

Outerclass outer = new Outerclass();

outer.my\_Method();

}

}

If you compile and execute the above program, you will get the following result −

**Output**

This is method inner class 23

What is an anonymous class?

A nested class that doesn't have any name is known as an anonymous class.

An anonymous class must be defined inside another class. Hence, it is also known as an anonymous inner class. Its syntax is:

class outerClass {

// defining anonymous class

object1 = new Type(parameterList) {

// body of the anonymous class

};

}

Anonymous classes usually extend subclasses or implement interfaces.

Here, **Type** can be

1. a superclass that an anonymous class extends
2. an interface that an anonymous class implements

The above code creates an object, object1, of an anonymous class at runtime.

**Note:** Anonymous classes are defined inside an expression. So, the semicolon is used at the end of anonymous classes to indicate the end of the expression.

**Example 1: Anonymous Class Extending a Class**

class Polygon {

public void display() {

System.out.println("Inside the Polygon class");

}

}

class AnonymousDemo {

public void createClass() {

// creation of anonymous class extending class Polygon

Polygon p1 = new Polygon() {

public void display() {

System.out.println("Inside an anonymous class.");

}

};

p1.display();

}

}

class Main {

public static void main(String[] args) {

AnonymousDemo an = new AnonymousDemo();

an.createClass();

}

}

[Run Code](https://www.programiz.com/java-programming/online-compiler)

**Output**

Inside an anonymous class.

What access types of variables can be accessed from a class in same package?

**Protected Access Modifier** - Protected

Variables, methods, and constructors, which are declared protected in a superclass can be accessed only by the subclasses in other package or any class within the package of the protected members' class.

What access types of variables can be accessed from a class in different package?

An access level determines whether other classes can use a particular member variable or call a particular method. The Java programming language supports four access specifiers for member variables and methods: **private , protected , public , and, if left unspecified, package private**.

What happens when a variable is marked as volatile?

When we declare a variable volatile, it means that **all reads and all writes to this variable or from this variable will go directly into the main memory**. The values of these variables will never be cached.

Why should you always use blocks around if statement?

The Only Reason To Use Curly Brackets Blocks For IF-Statements. **Without curly brackets, you could accidentally write a semicolon after the IF-statements**. The semicolon is a valid, empty statement, which will be "execute" instead of the actual (intended) one.

Why is exception handling important?

ava exception handling is important because **it helps maintain the normal, desired flow of the program even when unexpected events occur**. If Java exceptions are not handled, programs may crash or requests may fail. This can be very frustrating for customers and if it happens repeatedly, you could lose those customers.

What design pattern is used to implement exception handling features in most languages?

We can view **Chain Of Responsibility** — Design Pattern for this purpose. Example: When an exception is thrown in a method, the runtime checks to see if the method has a mechanism to handle the exception or if it should be passed up the call stack.

**A checked exception is caught at compile time whereas a runtime or unchecked exception is, as it states, at runtime**. A checked exception must be handled either by re-throwing or with a try catch block, whereas an unchecked isn't required to be handled.

 What happens when you throw a checked exception from a method?

Checked exceptions are checked at compile-time. It means if a method is throwing a checked exception then it should handle the exception using try-catch block or it should declare the exception using throws keyword, otherwise **the program will give a compilation error**.

How do you create a custom exception?

## **Steps to create a Custom Exception with an Example**

* CustomException class is the custom exception class this class is extending Exception class.
* Create one local variable message to store the exception message locally in the class object.
* We are passing a string argument to the constructor of the custom exception object. The constructor set the argument string to the private string message.
* toString() method is used to print out the exception message.
* We are simply throwing a CustomException using one try-catch block in the main method and observe how the string is passed while creating a custom exception. Inside the catch block, we are printing out the message.

## **Example**

class CustomException extends Exception {

   String message;

   CustomException(String str) {

      message = str;

   }

   public String toString() {

      return ("Custom Exception Occurred : " + message);

   }

}

public class MainException {

   public static void main(String args[]) {

      try {

         throw new CustomException("This is a custom message");

      } catch(CustomException e) {

         System.out.println(e);

      }

   }

}

How do you handle multiple exception types with same exception handling block?

What Java 7 provides us:

1. **public** **class** MultipleExceptionExample{
2. **public** **static** **void** main(String args[]){
3. **try**{
4. **int** array[] = newint[10];
5. array[10] = 30/0;
6. }
7. **catch**(ArithmeticException | ArrayIndexOutOfBoundsException e){
8. System.out.println(e.getMessage());
9. }
10. }
11. }

Can you explain about try with resources?

The try -with-resources statement is **a try statement that declares one or more resources**. A resource is an object that must be closed after the program is finished with it. The try -with-resources statement ensures that each resource is closed at the end of the statement. Any object that implements java.

static String readFirstLineFromFileWithFinallyBlock(String path) throws IOException {

FileReader fr = new FileReader(path);

BufferedReader br = new BufferedReader(fr);

try {

return br.readLine();

} finally {

br.close();

fr.close();

}

}

What are the default values in an array?

|  |  |  |
| --- | --- | --- |
| 1 | boolean | false |
| 2 | int | 0 |
| 3 | double | 0.0 |
| 4 | String | null |
| 5 | User-Defined Type | null |

How do you loop around an array using enhanced for loop?

There is a special kind of loop that can be used with arrays that is called an **enhanced for loop** or a **for each loop**. This loop is much easier to write because it does not involve an index variable or the use of the []. It just sets up a variable that is set to each value in the array successively.

To set up a for-each loop, use **for (type variable : arrayname)** where the type is the type for elements in the array, and read it as “for each variable value in arrayname”. You may have used a similar loop in AP CSP Pseudocode or App Inventor with lists like below.

How do you print the content of an array?

# ava Program to Print an Array

In this program, you'll learn different techniques to print the elements of a given array in Java.

To understand this example, you should have the knowledge of the following [Java programming](https://www.programiz.com/java-programming) topics:

* [Java Arrays](https://www.programiz.com/java-programming/arrays)
* [Java Multidimensional Arrays](https://www.programiz.com/java-programming/multidimensional-array)
* [Java for Loop](https://www.programiz.com/java-programming/for-loop)

## Example 1: Print an Array using For loop

public class Array {

public static void main(String[] args) {

int[] array = {1, 2, 3, 4, 5};

for (int element: array) {

System.out.println(element);

}

}

}

**Output**

1

2

3

4

5

In the above program, the for-each loop is used to iterate over the given array, array.

It accesses each element in the array and prints using println().

## Example 2: Print an Array using standard library Arrays

import java.util.Arrays;

public class Array {

public static void main(String[] args) {

int[] array = {1, 2, 3, 4, 5};

System.out.println(Arrays.toString(array));

}

}

**Output**

[1, 2, 3, 4, 5]

In the above program, the for loop has been replaced by a single line of code using Arrays.toString() function.

As you can see, this gives a clean output without any extra lines of code.

## Example 3: Print a Multi-dimensional Array

import java.util.Arrays;

public class Array {

public static void main(String[] args) {

int[][] array = {{1, 2}, {3, 4}, {5, 6, 7}};

System.out.println(Arrays.deepToString(array));

}

}

**Output**

[[1, 2], [3, 4], [5, 6, 7]]

How do you compare two arrays?

# Compare Two Arrays in Java

* **Difficulty Level :** [Medium](https://www.geeksforgeeks.org/medium/)
* **Last Updated :** 31 May, 2022

While comparing two arrays we can not use “==” operator as it will compare the addresses of the memory block to which both the arrays are pointing. If we want to compare the elements inside the array we need to figure out other ways instead of using arithmetic operators. As we all know arrays data structures possess the property of containing elements in a continuous manner because of which we can calculate the size of both the arrays using the size() method of Arrays class itself, and can start comparing the indices if the size of both arrays is found to be equal.

**Illustration:**

* Java

|  |
| --- |
| // Java Program to Illustrate  // Comparison of Arrays  // Using == Operators    // Importing required classes  import java.util.\*;    // Main class  class GFG {        // Main driver method      public static void main(String[] args)      {            // Declaring integer arrays and          // initializing them with custom values          int arr1[] = { 1, 2, 3 };          int arr2[] = { 1, 2, 3 };            // Comparing arrays if equal or not          // using == operator          if (arr1 == arr2)                // Print statement              System.out.println("Same");          else                // Print statement              System.out.println("Not same");      }  } |

**Output**

Not same

**Output explanation:**In Java, [arrays are first class objects](https://www.geeksforgeeks.org/g-fact-65/). In the above program, arr1 and arr2 are two references to two different objects. So when we compare arr1 and arr2, two reference variables are compared, therefore we get the output as “Not Same”.

### How to Compare Array Contents?

A simple way is to run a loop and compare elements one by one. Java provides a direct method *Arrays.equals()* to compare two arrays. Actually, there is a list of equals() methods in the Arrays class for different primitive types (int, char, ..etc) and one for Object type (which is the base of all classes in Java).

**Example:**

* Java

|  |
| --- |
| // Java Program to Check If Two Arrays Are Equal  // Using equals() method of Arrays class    // Importing required classes  import java.util.Arrays;    // Main class  class GFG {        // Main driver method      public static void main(String[] args)      {            // Declaring integer arrays          int arr1[] = { 1, 2, 3 };          int arr2[] = { 1, 2, 3 };            // Checking if above two arrays are equal          // using equals() method          if (Arrays.equals(arr1, arr2))                // Print statement if arrays are equal              System.out.println("Same");          else                // Print statement if arrays are equal              System.out.println("Not same");      }  } |

**Output**

Same

**Output explanation:**As seen above, the Arrays.equals() works fine and compares arrays contents. Now the question, what if the arrays contain arrays inside them or some other references which refer to different objects but have the same values. For example, refer to the below program as follows.

### ****How to Deep Compare Array Contents?****

**Example 1-A:**

* Java

|  |
| --- |
| // Java Program to Check If Two Arrays Are Equal  // Using equals() method of Arrays class    // Importing required classes  import java.util.Arrays;    // Main class  class GFG {        // Main driver method      public static void main(String[] args)      {          // Declaring and initializing integer arrays          // having same values            // Array 1          int inarr1[] = { 1, 2, 3 };          // // Array 2          int inarr2[] = { 1, 2, 3 };            // // Array 1 contains only one element          Object[] arr1 = { inarr1 };          // Array 2 also contains only one element          Object[] arr2 = { inarr2 };            // Checking if arrays are equal or not          // using equals() method          if (Arrays.equals(arr1, arr2))                // Print statement if arrays are same              System.out.println("Same");          else                // Print statement if arrays are not same              System.out.println("Not same");      }  } |

**Output**

Not same

**Output explanation:**So [*Arrays.equals()*](https://www.geeksforgeeks.org/java-util-arrays-equals-java-examples/) is not able to do a deep comparison. Java provides another method for this [Arrays.deepEquals()](https://www.geeksforgeeks.org/java-util-arrays-deepequals-java/) which does the deep comparison.

**Example 1-B:**

* Java

|  |
| --- |
| // Java Program to Check If Two Arrays Are Equal  // Using deepEquals() method of Arrays class    // Importing required classes  import java.util.Arrays;    // Main class  class GFG {        // Main driver method      public static void main(String[] args)      {            // Declaring and initializing integer arrays          // having same values            // Array 1          int inarr1[] = { 1, 2, 3 };          // Array 2          int inarr2[] = { 1, 2, 3 };            // Array 1 contains only one element          Object[] arr1 = { inarr1 };          // Array 2 also contains only one element          Object[] arr2 = { inarr2 };            // Checking if arrays are equal or not          // using deepEquals() method          if (Arrays.deepEquals(arr1, arr2))                // Print statement if arrays are same              System.out.println("Same");          else                // Print statement if arrays are not same              System.out.println("Not same");      }  } |

**Output**

Same

What is enum

## **Enums**

An enum is a special "class" that represents a group of **constants** (unchangeable variables, like final variables).

To create an enum, use the enum keyword (instead of class or interface), and separate the constants with a comma. Note that they should be in uppercase letters:

### Example

enum Level {

LOW,

MEDIUM,

HIGH

}

You can access enum constants with the **dot** syntax:

Level myVar = Level.MEDIUM;

# Variable Arguments (Varargs) in Java

* **Difficulty Level :** [Easy](https://www.geeksforgeeks.org/easy/)
* **Last Updated :** 08 Apr, 2022

Variable Arguments (Varargs) in Java is a method that takes a variable number of arguments. Variable Arguments in Java simplifies the creation of methods that need to take a variable number of arguments.

### Need of Java Varargs

* Until JDK 4, we cant declare a method with variable no. of arguments. If there is any change in the number of arguments, we have to declare a new method. This approach increases the length of the code and reduces readability.
* Before JDK 5, variable-length arguments could be handled in two ways. One uses an overloaded method(one for each), and another puts the arguments into an array and then passes this array to the method. Both of them are potentially error-prone and require more code.
* To resolve these problems, Variable Arguments (Varargs) were introduced in JDK 5. From JDK 5 onwards, we can declare a method with a variable number of arguments. Such types of methods are called Varargs methods. The varargs feature offers a simpler, better option.

**Syntax of Varargs**

Internally, the Varargs method is implemented by using the single dimensions arrays concept. Hence, in the Varargs method, we can differentiate arguments by using Index. A variable-length argument is specified by three periods or dots(…).

***For Example,***

public static void fun(int ... a)

{

// method body

}

This syntax tells the compiler that fun( ) can be called with zero or more arguments. As a result, here, a is implicitly declared as an array of type int[].

Below is a code snippet for illustrating the above concept :

* Java

|  |
| --- |
| // Java program to demonstrate varargs    class Test1 {      // A method that takes variable      // number of integer arguments.      static void fun(int... a)      {          System.out.println("Number of arguments: "                             + a.length);            // using for each loop to display contents of a          for (int i : a)              System.out.print(i + " ");          System.out.println();      }        // Driver code      public static void main(String args[])      {          // Calling the varargs method with          // different number of parameters            // one parameter          fun(100);              // four parameters          fun(1, 2, 3, 4);              // no parameter            fun();      }  } |

**Output**

Number of arguments: 1

100

Number of arguments: 4

1 2 3 4

Number of arguments: 0

What is tokenizing?

String tokenization is a process where a string is broken into several parts. Each part is called a token. For example, if “I am going” is a string, the discrete parts—such as “I”, “am”, and “going”—are the tokens. [Java](https://www.developer.com/java/) provides ready classes and methods to implement the tokenization process. They are quite handy to convey a specific semantics or contextual meaning to several individual parts of a string. This is particularly useful for text processing where you need to break a string into several parts and use each part as an element for individual processing. In a nutshell, tokenization is useful in any situation where you need to disorganize a string into individual parts; something to achieve with the part for the whole and whole for the part concept. This article provides information for a comprehensive understanding of the background concepts and its implementation in Java.

### [Learn JAVA and Start your Free Trial today!](https://o1.qnsr.com/cgi/r?;n=203;c=1662809;s=9481;x=7936;f=201903221139440;u=j;z=TIMESTAMP;k=https://www.pluralsight.com/browse/software-development/java?clickid=Q812P21nJxyJRsb0UfQwQyYMUkl2ftRLEVXK1w0&irgwc=1&mpid=1382528&utm_source=impactradius&utm_medium=digital_affiliate&utm_campaign=1382528&aid=7010a000001xAKZAA2)

## **String Tokenization with StringTokenizer**

A token or an individual element of a string can be filtered during infusion, meaning we can define the semantics of a token when extracting discrete elements from a string. For example, in a string say, “Hi! I am good. How about you?”, sometimes we may need to treat each word as a token or, at other times a set of words collectively as a token. So, a token basically is a flexible term and does not necessarily meant to be an atomic part, although it may be atomic according to the discretion of the context. For example, the keywords of a language are atomic according to the lexical analysis of the language, but they may typically be non-atomic and convey different meaning under a different context.

|  |
| --- |
| **Note:** Parsing is an important part of language processing. It is a process to resolve a language statement into several parts (tokens) and describe their roles. Tokenization is the process that breaks a statement into tokens, but parsing has a wider connotation; parsing can bring out the essence of the tokens through syntax and semantic roles defined by the grammar of the language. A complete description is beyond the scope of this article. Parsing has several uses; one of them is in designing a compiler. |

org.mano.example;

**import** java.util.StringTokenizer;

**public class** Main {

**public static void** main(String[] args) {

StringTokenizer st1 = **new** StringTokenizer("Hi!

I am good. How about you?");

**for** (**int** i = 1; st1.hasMoreTokens(); i++)

System.**out**.println("Token "+i+":

"+st1.nextToken());

}

}

The tokens are:

Token 1: Hi!

Token 2: I

Token 3: am

Token 4: good.

Token 5: How

Token 6: about

Token 7: you?

What is serialization

**Serialization** is the process of converting a data object—a combination of code and data represented within a region of data storage—into a series of bytes that saves the state of the object in an easily transmittable form. In this serialized form, the data can be delivered to another data store (such as an [**in-memory computing platform**](https://hazelcast.com/products/in-memory-computing-platform/)), application, or some other destination.

### What do you do if only parts of the object have to be serialized?

We mark all the properties of the object which should not be serialized as transient. Transient attributes in an object are not serialized. Area in the previous example is a calculated value. It is unnecessary to serialize and deserialize. We can calculate it when needed. In this situation, we can make the variable transient. Transient variables are not serialized. (transient int area;)

//Modified Rectangle class

class Rectangle implements Serializable {

public Rectangle(int length, int breadth) {

this.length = length;

this.breadth = breadth;

area = length \* breadth;

}

int length;

int breadth;

transient int area;

}

If you run the program again, you would get following output

System.out.println(rectangle.length);// 5

System.out.println(rectangle.breadth);// 6

System.out.println(rectangle.area);// 0

A hierarchy of objects is no impediment to using Java Serialization, as the latter can cope with arbitrary object graphs - and yes, serializing an object using Java Serialization will serialize all objects it refers to (unless that reference is marked transient). Assuming that's what you want, serializing the hierarchy is as simple as:

try (ObjectOutputStream oos = new ObjectOutputStream(new BufferedOutputStream(new FileOutputStream(filename)))) {

oos.write(rootScreen);

}

and reading as simple as:

try (ObjectInputStream ois = new ObjectInputStream(new BufferedInputStream(new FileInputStream(filename)))) {

return (GameScreen) ois.readObject();

}

Why do we need collections in Java?

Java Collection Framework **enables the user to perform various data manipulation operations like storing data, searching, sorting, insertion, deletion, and updating of data on the group of elements**.20-Jun-2022

**Add():**Add objects to collection

**Iterator():**Return an iterator over collection

**Clear():**Removes all elements from the collecti...

**RetainAll():**Retains elements in the collection

What are the important methods that are declared in the collection interface?

### What are the important methods that are declared in the Collection Interface?

Most important methods declared in the collection interface are the methods to add and remove an element. add method allows adding an element to a collection and delete method allows deleting an element from a collection.

size() methods returns number of elements in the collection. Other important methods defined as part of collection interface are shown below.

interface Collection<E> extends Iterable<E>

{

boolean add(E paramE);

boolean remove(Object paramObject);

int size();

boolean isEmpty();

void clear();

boolean contains(Object paramObject);

boolean containsAll(Collection<?> paramCollection);

boolean addAll(Collection<? extends E> paramCollection);

boolean removeAll(Collection<?> paramCollection);

boolean retainAll(Collection<?> paramCollection);

Iterator<E> iterator();

//A NUMBER OF OTHER METHODS AS WELL..

}

How do you iterate around an ArrayList using iterator?

# Java Program to Iterate over an ArrayList

In this example, we will learn to iterate over the elements of an arraylist in Java.

To understand this example, you should have the knowledge of the following [Java programming](https://www.programiz.com/java-programming) topics:

* [Java ArrayList](https://www.programiz.com/java-programming/arraylist)
* [Java for Loop](https://www.programiz.com/java-programming/for-loop)
* [Java for-each Loop](https://www.programiz.com/java-programming/enhanced-for-loop)
* [Java ListIterator Interface](https://www.programiz.com/java-programming/listiterator)

## Example 1: Iterate through ArrayList using for loop

import java.util.ArrayList;

class Main {

public static void main(String[] args) {

// Creating an array list

ArrayList<String> languages = new ArrayList<>();

languages.add("Java");

languages.add("JavaScript");

languages.add("Python");

System.out.println("ArrayList: " + languages);

// Using for loop

System.out.println("Iterating over ArrayList using for loop: ");

for(int i = 0; i < languages.size(); i++) {

System.out.print(languages.get(i));

System.out.print(", ");

}

}

}

[Run Code](https://www.programiz.com/java-programming/online-compiler)

**Output**

ArrayList: [Java, JavaScript, Python]

Iterating over ArrayList using for loop:

Java, JavaScript, Python,

In the above example, we have created an arraylist named languages. Here, we have used the for loop to access each element of the arraylist.

## Example 2: Iterate through ArrayList using for-each loop

import java.util.ArrayList;

class Main {

public static void main(String[] args) {

// Creating an array list

ArrayList<String> languages = new ArrayList<>();

languages.add("Java");

languages.add("JavaScript");

languages.add("Python");

System.out.println("ArrayList: " + languages);

// Using forEach loop

System.out.println("Iterating over ArrayList using for-each loop:");

for(String language : languages) {

System.out.print(language);

System.out.print(", ");

}

}

}

[Run Code](https://www.programiz.com/java-programming/online-compiler)

**Output**

ArrayList: [Java, JavaScript, Python]

Iterating over ArrayList using for-each loop:

Java, JavaScript, Python,

Here, we have used the for-each loop to iterate over the ArrayList and print each element.

## Example 3: Iterate over ArrayList using listIterator()

import java.util.ArrayList;

import java.util.ListIterator;

class Main {

public static void main(String[] args) {

// Creating an ArrayList

ArrayList<Integer> numbers = new ArrayList<>();

numbers.add(1);

numbers.add(3);

numbers.add(2);

System.out.println("ArrayList: " + numbers);

// Creating an instance of ListIterator

ListIterator<Integer> iterate = numbers.listIterator();

System.out.println("Iterating over ArrayList:");

while(iterate.hasNext()) {

System.out.print(iterate.next() + ", ");

}

}

}

[Run Code](https://www.programiz.com/java-programming/online-compiler)

**Output**

ArrayList: [1, 3, 2]

Iterating over ArrayList:

1, 3, 2,

How do you sort an ArrayList?

## **ArrayList**

In [Java](https://www.javatpoint.com/java-tutorial), **ArrayList** is a class of Collections framework that is defined in the java.util package. It inherits the AbstractList class. It dynamically stores the elements. The advantage of ArrayList is that it has no size limit. It is more flexible than the traditional array. It may have duplicate elements. We can also use all the methods of List interface because it implements the **List** interface.

We can sort an ArrayList in two ways ascending and descending order. The Collections class provides two methods to sort an [ArrayList in Java](https://www.javatpoint.com/arraylist).
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* **sort()**
* **reverseOrder()**

### Collections.sort() Method

An ArrayList can be sorted by using the **sort()** method of the [Collections class in Java](https://www.javatpoint.com/java-collections-class). It accepts an object of ArrayList as a parameter to be sort and returns an ArrayList sorted in the ascending order according to the natural ordering of its elements.

**Syntax**

1. **public** **static** <T **extends** Comparable<? **super** T>> **void** sort(List<T> list)

**Remember:** All elements in the ArrayList must be mutually comparable, else it throws **ClassCastException.** Here, mutually comparable means the list must have the same type of elements. For example, consider the snippet of the code:

1. //creating an instance of ArrayList that contains String type elements
2. ArrayList<String> list = **new** ArrayList<String>();
3. list.add("Computer");
4. list.add(123);
5. list.add("Hard Disk");
6. list.add("DRAM");

In the above example, we see that a list has four elements out of which three elements are of String type and one is Integer type. The three elements that are in String are mutually comparable but the element that is of Integer type is not comparable with the other three. Hence, the list must have the same type of elements.

### Collections.reverseOrder() Method

If we want to sort ArrayList in **descending** order, [Java Collections](https://www.javatpoint.com/collections-in-java) class provides **reverseOrder()** method. It allows us to sort the ArrayList in **reverse-lexicographic** order.

**Syntax**

1. **public** **static** <T> Comparator<T> reverseOrder()

It returns a comparator that imposes the reverse of the natural ordering on a collection of objects that implement the Comparable interface.

Remember that we do not directly invoke the reverseOrder() method. We use it along with the [**Collection.sort()**](https://www.javatpoint.com/java-collections-sort-method) method, as follows.

1. Collections.sort(objectOfArrayList, Collections.reverseOrder());

Therefore, the sorting of ArrayList in descending order done in two steps, first the ArrayList sorts the data in ascending order, after that the sorted data is reversed by the **reverseOrder()** method.

Let's create programs that sort ArrayList in ascending order.

### Sort ArrayList in Ascending Order

In the following example, we have created an ArrayList of type String and added some elements into it. After that we have invoked sort() method of the Collections class and passed the object of the ArrayList class i.e., list that sorts the elements in the ascending order.

**SortArrayListExample1.java**

1. **import** java.util.\*;
2. **public** **class** SortArrayListExample1
3. {
4. **public** **static** **void** main(String args[])
5. {
6. // creating object of ArrayList class
7. ArrayList<String> list = **new** ArrayList<String>();
8. // adding elements to the ArrayList
9. list.add("Volkswagen");
10. list.add("Toyota");
11. list.add("Porsche");
12. list.add("Ferrari");
13. list.add("Mercedes-Benz");
14. list.add("Audi");
15. list.add("Rolls-Royce");
16. list.add("BMW");
17. // printing the unsorted ArrayList
18. System.out.println("Before Sorting: "+ list);
19. // Sorting ArrayList in ascending Order
20. Collections.sort(list);
21. // printing the sorted ArrayList
22. System.out.println("After Sorting: "+ list);
23. }
24. }

**Output:**

Before Sorting: [Volkswagen, Toyota, Porsche, Ferrari, Mercedes-Benz, Audi, Rolls-Royce, BMW]

After Sorting: [Audi, BMW, Ferrari, Mercedes-Benz, Porsche, Rolls-Royce, Toyota, Volkswagen]

Let's see another example that sorts an ArrayList of Integer type.

How do you sort elements in an ArrayList using comparable interface?

. We can simply implement Comparator without affecting the original User-defined class. To sort an ArrayList using Comparator we need to override the compare() method provided by comparator interface. After rewriting the compare() method we need to call collections.sort() method like below.

**Syntax:**

Collections.sort(list, comparator)

**Parameters:**

* **list:**List which should be sorted based on the comparator.
* **comparator:**Comparator class instance

**Returns:**It sorts the list and does not return anything.

**Example**

* Java

|  |  |
| --- | --- |
| // Java program to Sort ArrayList using Comparator    import java.util.\*;    // create the Shop class  class Shop {      int ProductNo;      String name;      int stock;        // constructor      Shop(int ProductNo, String name, int stock)      {          this.ProductNo = ProductNo;          this.name = name;          this.stock = stock;      }  }    // creates the comparator for comparing stock value  class StockComparator implements Comparator<Shop> {        // override the compare() method      public int compare(Shop s1, Shop s2)      {          if (s1.stock == s2.stock)              return 0;          else if (s1.stock > s2.stock)              return 1;          else              return -1;      }  }    class GFG {      public static void main(String[] args)      {          // create the ArrayList object          ArrayList<Shop> s = new ArrayList<Shop>();          s.add(new Shop(218, "Pen", 520));          s.add(new Shop(223, "Pencil", 213));          s.add(new Shop(423, "Books", 101));          s.add(new Shop(512, "Toy", 59));          s.add(new Shop(723, "Bottle", 10));            System.out.println("before sorting");          for (Shop shop : s) {              System.out.println(shop.stock + " " + shop.name                                 + " " + shop.ProductNo);          }          System.out.println();  How do you sort elements in an ArrayList using comparator interface?   We can simply implement Comparator without affecting the original User-defined class. To sort an ArrayList using Comparator we need to override the compare() method provided by comparator interface. After rewriting the compare() method we need to call collections.sort() method like below.  **Syntax:**  Collections.sort(list, comparator)  **Parameters:**   * **list:**List which should be sorted based on the comparator. * **comparator:**Comparator class instance   **Returns:**It sorts the list and does not return anything.  **Example**   * Java  |  | | --- | | // Java program to Sort ArrayList using Comparator    import java.util.\*;    // create the Shop class  class Shop {      int ProductNo;      String name;      int stock;        // constructor      Shop(int ProductNo, String name, int stock)      {          this.ProductNo = ProductNo;          this.name = name;          this.stock = stock;      }  }    // creates the comparator for comparing stock value  class StockComparator implements Comparator<Shop> {        // override the compare() method      public int compare(Shop s1, Shop s2)      {          if (s1.stock == s2.stock)              return 0;          else if (s1.stock > s2.stock)              return 1;          else              return -1;      }  }    class GFG {      public static void main(String[] args)      {          // create the ArrayList object          ArrayList<Shop> s = new ArrayList<Shop>();          s.add(new Shop(218, "Pen", 520));          s.add(new Shop(223, "Pencil", 213));          s.add(new Shop(423, "Books", 101));          s.add(new Shop(512, "Toy", 59));          s.add(new Shop(723, "Bottle", 10));            System.out.println("before sorting");          for (Shop shop : s) {              System.out.println(shop.stock + " " + shop.name                                 + " " + shop.ProductNo);          }          System.out.println();            System.out.println(              "After sorting(sorted by Stock)");            // call the sort function          Collections.sort(s, new StockComparator());          for (Shop shop : s) {              System.out.println(shop.stock + " " + shop.name                                 + " " + shop.ProductNo);          }      }  } |   **Output**  before sorting  520 Pen 218  213 Pencil 223  101 Books 423  59 Toy 512  10 Bottle 723  After sorting(sorted by Stock)  10 Bottle 723  59 Toy 512  101 Books 423  213 Pencil 223  520 Pen 218            System.out.println(              "After sorting(sorted by Stock)");            // call the sort function          Collections.sort(s, new StockComparator());          for (Shop shop : s) {              System.out.println(shop.stock + " " + shop.name                                 + " " + shop.ProductNo);          }      }  } |

**Output**

before sorting

520 Pen 218

213 Pencil 223

101 Books 423

59 Toy 512

10 Bottle 723

After sorting(sorted by Stock)

10 Bottle 723

59 Toy 512

101 Books 423

213 Pencil 223

520 Pen 218

What is the difference between Set and sortedSet interfaces?

The [SortedSet](https://www.geeksforgeeks.org/sortedset-java-examples/) is a sub-interface, which is available in [java.util.package](https://www.geeksforgeeks.org/java-util-package-java/) which extends the Set interface. This interface contains the methods inherited from the Set interface. For example, headSet, tailSet, subSet, Comparator, first, last, and many more.

**Example**

* Java

|  |
| --- |
| // Java program to Illustrate SortedSet    // Importing utility classes  import java.util.\*;    // Main class  class GFG {        // Main driver method      public static void main(String[] args)      {            // Creating an instance of SortedSet          // String type          SortedSet<String> ts = new TreeSet<String>();            // Adding elements into the TreeSet          // using add()          ts.add("Sravan");          ts.add("Ojaswi");          ts.add("Bobby");          ts.add("Rohith");          ts.add("Gnanesh");          ts.add("Devi2");            // Adding the duplicate element          // again simply using add() method          ts.add("Sravan");            // Print and display TreeSet          System.out.println(ts);            // Removing items from TreeSet          // using remove() method          ts.remove("Ojaswi");            // Display message          System.out.println("Iterating over set:");            // Iterating over TreeSet items          Iterator<String> i = ts.iterator();            // Condition holds true till there is single element          // remaining in the object          while (i.hasNext())                // Printing elements              System.out.println(i.next());      }  } |

**Output**

[Bobby, Devi2, Gnanesh, Ojaswi, Rohith, Sravan]

Iterating over set:

Bobby

Devi2

Gnanesh

Rohith

Sravan

Can you give examples of classes that implement the Set interface?

classes that implement Set

In order to use functionalities of the Set interface, we can use these classes: **HashSet**. **LinkedHashSet**. **EnumSet**.

# NavigableSet in Java with Examples

* **Difficulty Level :** [Easy](https://www.geeksforgeeks.org/easy/)
* **Last Updated :** 28 Jun, 2021

NavigableSet represents a navigable set in [Java Collection Framework](https://www.geeksforgeeks.org/collections-in-java-2/). The NavigableSet interface inherits from the [SortedSet interface](https://www.geeksforgeeks.org/sortedset-java-examples/). It behaves like a SortedSet with the exception that we have navigation methods available in addition to the sorting mechanisms of the SortedSet.   
For example, the NavigableSet interface can navigate the set in reverse order compared to the order defined in SortedSet. A NavigableSet may be accessed and traversed in either ascending or descending order. The classes that implement this interface are, [TreeSet](https://www.geeksforgeeks.org/treeset-in-java/) and [ConcurrentSkipListSet](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/ConcurrentSkipListSet.html)

![NavigableSet in Java with Examples](data:image/png;base64,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)

Here, E is the type of elements maintained by this set.

**All Superinterfaces:**

Collection<E>, Iterable<E>, [Set<E>](https://www.geeksforgeeks.org/set-in-java/), [SortedSet<E>](https://www.geeksforgeeks.org/sortedset-java-examples/)

**All Known Implementing Classes:**

[ConcurrentSkipListSet](https://www.geeksforgeeks.org/concurrentskiplistset-in-java-with-examples/), [TreeSet<E>](https://www.geeksforgeeks.org/treeset-in-java-with-examples/)

**Declaration:**The NavigableSet is declared as

*public interface NavigableSet<E>  extends SortedSet<E>*

**Creating NavigableSet Objects**

Since NavigableSet is an interface, objects cannot be created of the type NavigableSet. We always need a class that extends this list in order to create an object. And also, after the introduction of Generics in Java 1.5, it is possible to restrict the type of object that can be stored in the NavigableSet. This type-safe set can be defined as:

*// Obj is the type of the object to be stored in NavigableSet*

*NavigableSet<Obj> set = new TreeSet<Obj> ();*

**Example:**

* Java

|  |
| --- |
| // Java program to demonstrate  // the working of NavigableSet  import java.util.NavigableSet;  import java.util.TreeSet;    public class NavigableSetDemo  {      public static void main(String[] args)      {          NavigableSet<Integer> ns = new TreeSet<>();          ns.add(0);          ns.add(1);          ns.add(2);          ns.add(3);          ns.add(4);          ns.add(5);          ns.add(6);            // Get a reverse view of the navigable set          NavigableSet<Integer> reverseNs = ns.descendingSet();            // Print the normal and reverse views          System.out.println("Normal order: " + ns);          System.out.println("Reverse order: " + reverseNs);            NavigableSet<Integer> threeOrMore = ns.tailSet(3, true);          System.out.println("3 or  more:  " + threeOrMore);          System.out.println("lower(3): " + ns.lower(3));          System.out.println("floor(3): " + ns.floor(3));          System.out.println("higher(3): " + ns.higher(3));          System.out.println("ceiling(3): " + ns.ceiling(3));            System.out.println("pollFirst(): " + ns.pollFirst());          System.out.println("Navigable Set:  " + ns);            System.out.println("pollLast(): " + ns.pollLast());          System.out.println("Navigable Set:  " + ns);            System.out.println("pollFirst(): " + ns.pollFirst());          System.out.println("Navigable Set:  " + ns);            System.out.println("pollFirst(): " + ns.pollFirst());          System.out.println("Navigable Set:  " + ns);            System.out.println("pollFirst(): " + ns.pollFirst());          System.out.println("Navigable Set:  " + ns);            System.out.println("pollFirst(): " + ns.pollFirst());          System.out.println("pollLast(): " + ns.pollLast());      }  } |

**Output**

Normal order: [0, 1, 2, 3, 4, 5, 6]

Reverse order: [6, 5, 4, 3, 2, 1, 0]

3 or more: [3, 4, 5, 6]

lower(3): 2

floor(3): 3

higher(3): 4

ceiling(3): 3

pollFirst(): 0

Navigable Set: [1, 2, 3, 4, 5, 6]

pollLast(): 6

Navigable Set: [1, 2, 3, 4, 5]

pollFirst(): 1

Navigable Set: [2, 3, 4, 5]

pollFirst(): 2

Navigable Set: [3, 4, 5]

pollFirst(): 3

Navigable Set: [4, 5]

pollFirst(): 4

pollLast(): 5

. What is difference between Map and sortedMap?

## **Explain the concepts of Map and SortedMap interface.**

Keys will be mapped to their values using Map object. Map allows no duplicate values. The keys in a map objects must be unique. Java collection framework allows implementing Map interface in three classes namely, HashMap, TreeMap and LinkedHashMap.  
  
SortedMap is a special interface for maintaining all the elements in a sorted order. This interface extends Map interface. It maintains all the elements in ascending order. The sorting process is performed on the map keys. It has two additional methods than Map interface. They are firstKey() and lastKey(). Method firstKey() returns the first value available currently in the map, where as the lastKey() returns the last value available currently in the map.

## **Collections class declaration**

Let's see the declaration for java.util.Collections class.

1. **public** **class** Collections **extends** Object

|  |  |  |  |
| --- | --- | --- | --- |
| **SN** | **Modifier & Type** | **Methods** | **Descriptions** |
| 1) | static <T> boolean | [addAll()](https://www.javatpoint.com/java-collections-addall-method) | It is used to adds all of the specified elements to the specified collection. |
| 2) | static <T> Queue<T> | [asLifoQueue()](https://www.javatpoint.com/java-collections-aslifoqueue-method) | It returns a view of a Deque as a Last-in-first-out (LIFO) Queue. |
| 3) | static <T> int | [binarySearch()](https://www.javatpoint.com/java-collections-binarysearch-method) | It searches the list for the specified object and returns their position in a sorted list. |
| 4) | static <E> Collection<E> | [checkedCollection()](https://www.javatpoint.com/java-collections-checkedcollection-method) | It is used to returns a dynamically typesafe view of the specified collection. |
| 5) | static <E> List<E> | [checkedList()](https://www.javatpoint.com/java-collections-checkedlist-method) | It is used to returns a dynamically typesafe view of the specified list. |
| 6) | static <K,V> Map<K,V> | [checkedMap()](https://www.javatpoint.com/java-collections-checkedmap-method) | It is used to returns a dynamically typesafe view of the specified map. |
| 7) | static <K,V> NavigableMap<K,V> | [checkedNavigableMap()](https://www.javatpoint.com/java-collections-checkednavigablemap-method) | It is used to returns a dynamically typesafe view of the specified navigable map. |
| 8) | static <E> NavigableSet<E> | [checkedNavigableSet()](https://www.javatpoint.com/java-collections-checkednavigableset-method) | It is used to returns a dynamically typesafe view of the specified navigable set. |
| 9) | static <E> Queue<E> | [checkedQueue()](https://www.javatpoint.com/java-collections-checkedqueue-method) | It is used to returns a dynamically typesafe view of the specified queue. |
| 10) | static <E> Set<E> | [checkedSet()](https://www.javatpoint.com/java-collections-checkedset-method) | It is used to returns a dynamically typesafe view of the specified set. |
| 11) | static <K,V> SortedMap<K,V> | [checkedSortedMap()](https://www.javatpoint.com/java-collections-checkedsortedmap-method) | It is used to returns a dynamically typesafe view of the specified sorted map. |
| 12) | static <E> SortedSet<E> | [checkedSortedSet()](https://www.javatpoint.com/java-collections-checkedsortedset-method) | It is used to returns a dynamically typesafe view of the specified sorted set. |
| 13) | static <T> void | [copy()](https://www.javatpoint.com/java-collections-copy-method) | It is used to copy all the elements from one list into another list. |
| 14) | static boolean | [disjoint()](https://www.javatpoint.com/java-collections-disjoint-method) | It returns true if the two specified collections have no elements in common. |
| 15) | static <T> Enumeration<T> | [emptyEnumeration()](https://www.javatpoint.com/java-collections-emptyenumeration-method) | It is used to get an enumeration that has no elements. |
| 16) | static <T> Iterator<T> | [emptyIterator()](https://www.javatpoint.com/java-collections-emptyiterator-method) | It is used to get an Iterator that has no elements. |
| 17) | static <T> List<T> | [emptyList()](https://www.javatpoint.com/java-collections-emptylist-method) | It is used to get a List that has no elements. |
| 18) | static <T> ListIterator<T> | [emptyListIterator()](https://www.javatpoint.com/java-collections-emptylistiterator-method) | It is used to get a List Iterator that has no elements. |
| 19) | static <K,V> Map<K,V> | [emptyMap()](https://www.javatpoint.com/java-collections-emptymap-method) | It returns an empty map which is immutable. |
| 20) | static <K,V> NavigableMap<K,V> | [emptyNavigableMap()](https://www.javatpoint.com/java-collections-emptynavigablemap-method) | It returns an empty navigable map which is immutable. |
| 21) | static <E> NavigableSet<E> | [emptyNavigableSet()](https://www.javatpoint.com/java-collections-emptynavigableset-method) | It is used to get an empty navigable set which is immutable in nature. |
| 22) | static <T> Set<T> | [emptySet()](https://www.javatpoint.com/java-collections-emptyset-method) | It is used to get the set that has no elements. |
| 23) | static <K,V> SortedMap<K,V> | [emptySortedMap()](https://www.javatpoint.com/java-collections-emptysortedmap-method) | It returns an empty sorted map which is immutable. |
| 24) | static <E> SortedSet<E> | [emptySortedSet()](https://www.javatpoint.com/java-collections-emptysortedset-method) | It is used to get the sorted set that has no elements. |
| 25) | static <T> Enumeration<T> | [enumeration()](https://www.javatpoint.com/java-collections-enumeration-method) | It is used to get the enumeration over the specified collection. |
| 26) | static <T> void | [fill()](https://www.javatpoint.com/java-collections-fill-method) | It is used to replace all of the elements of the specified list with the specified elements. |
| 27) | static int | [frequency()](https://www.javatpoint.com/java-collections-frequency-method) | It is used to get the number of elements in the specified collection equal to the specified object. |
| 28) | static int | [indexOfSubList()](https://www.javatpoint.com/java-collections-indexofsublist-method) | It is used to get the starting position of the first occurrence of the specified target list within the specified source list. It returns -1 if there is no such occurrence in the specified list. |
| 29) | static int | [lastIndexOfSubList()](https://www.javatpoint.com/java-collections-lastindexofsublist-method) | It is used to get the starting position of the last occurrence of the specified target list within the specified source list. It returns -1 if there is no such occurrence in the specified list. |
| 30) | static <T> ArrayList<T> | [list()](https://www.javatpoint.com/java-collections-list-method) | It is used to get an array list containing the elements returned by the specified enumeration in the order in which they are returned by the enumeration. |
| 31) | static <T extends Object & Comparable<? super T>> T | [max()](https://www.javatpoint.com/java-collections-max-method) | It is used to get the maximum value of the given collection, according to the natural ordering of its elements. |
| 32) | static <T extends Object & Comparable<? super T>> T | [min()](https://www.javatpoint.com/java-collections-min-method) | It is used to get the minimum value of the given collection, according to the natural ordering of its elements. |
| 33) | static <T> List<T> | [nCopies()](https://www.javatpoint.com/java-collections-ncopies-method) | It is used to get an immutable list consisting of **n** copies of the specified object. |
| 34) | static <E> Set<E> | [newSetFromMap()](https://www.javatpoint.com/java-collections-newsetfrommap-method) | It is used to return a set backed by the specified map. |
| 35) | static <T> boolean | [replaceAll()](https://www.javatpoint.com/java-collections-replaceall-method) | It is used to replace all occurrences of one specified value in a list with the other specified value. |
| 36) | static void | [reverse()](https://www.javatpoint.com/java-collections-reverse-method) | It is used to reverse the order of the elements in the specified list. |
| 37) | static <T> Comparator<T> | [reverseOrder()](https://www.javatpoint.com/java-collections-reverseorder-method) | It is used to get the comparator that imposes the reverse of the natural ordering on a collection of objects which implement the Comparable interface. |
| 38) | static void | [rotate()](https://www.javatpoint.com/java-collections-rotate-method) | It is used to rotate the elements in the specified list by a given distance. |
| 39) | static void | [shuffle()](https://www.javatpoint.com/java-collections-shuffle-method) | It is used to randomly reorders the specified list elements using a default randomness. |
| 40) | static <T> Set<T> | [singleton()](https://www.javatpoint.com/java-collections-singleton-method) | It is used to get an immutable set which contains only the specified object. |
| 41) | static <T> List<T> | [singletonList()](https://www.javatpoint.com/java-collections-singletonlist-method) | It is used to get an immutable list which contains only the specified object. |
| 42) | static <K,V> Map<K,V> | [singletonMap()](https://www.javatpoint.com/java-collections-singletonmap-method) | It is used to get an immutable map, mapping only the specified key to the specified value. |
| 43) | static <T extends Comparable<? super T>>void | [sort()](https://www.javatpoint.com/java-collections-sort-method) | It is used to sort the elements presents in the specified list of collection in ascending order. |
| 44) | static void | [swap()](https://www.javatpoint.com/java-collections-swap-method) | It is used to swap the elements at the specified positions in the specified list. |
| 45) | static <T> Collection<T> | [synchronizedCollection()](https://www.javatpoint.com/java-collections-synchronizedcollection-method) | It is used to get a synchronized (thread-safe) collection backed by the specified collection. |
| 46) | static <T> List<T> | [synchronizedList()](https://www.javatpoint.com/java-collections-synchronizedlist-method) | It is used to get a synchronized (thread-safe) collection backed by the specified list. |
| 47) | static <K,V> Map<K,V> | [synchronizedMap()](https://www.javatpoint.com/java-collections-synchronizedmap-method) | It is used to get a synchronized (thread-safe) map backed by the specified map. |
| 48) | static <K,V> NavigableMap<K,V> | [synchronizedNavigableMap()](https://www.javatpoint.com/java-collections-synchronizednavigablemap-method) | It is used to get a synchronized (thread-safe) navigable map backed by the specified navigable map. |
| 49) | static <T> NavigableSet<T> | [synchronizedNavigableSet()](https://www.javatpoint.com/java-collections-synchronizednavigableset-method) | It is used to get a synchronized (thread-safe) navigable set backed by the specified navigable set. |
| 50) | static <T> Set<T> | [synchronizedSet()](https://www.javatpoint.com/java-collections-synchronizedset-method) | It is used to get a synchronized (thread-safe) set backed by the specified set. |
| 51) | static <K,V> SortedMap<K,V> | [synchronizedSortedMap()](https://www.javatpoint.com/java-collections-synchronizedsortedmap-method) | It is used to get a synchronized (thread-safe) sorted map backed by the specified sorted map. |
| 52) | static <T> SortedSet<T> | [synchronizedSortedSet()](https://www.javatpoint.com/java-collections-synchronizedsortedset-method) | It is used to get a synchronized (thread-safe) sorted set backed by the specified sorted set. |
| 53) | static <T> Collection<T> | [unmodifiableCollection()](https://www.javatpoint.com/java-collections-unmodifiablecollection-method) | It is used to get an unmodifiable view of the specified collection. |
| 54) | static <T> List<T> | [unmodifiableList()](https://www.javatpoint.com/java-collections-unmodifiablelist-method) | It is used to get an unmodifiable view of the specified list. |
| 55) | static <K,V> Map<K,V> | [unmodifiableMap()](https://www.javatpoint.com/java-collections-unmodifiablemap-method) | It is used to get an unmodifiable view of the specified map. |
| 56) | static <K,V> NavigableMap<K,V> | [unmodifiableNavigableMap()](https://www.javatpoint.com/java-collections-unmodifiablenavigablemap-method) | It is used to get an unmodifiable view of the specified navigable map. |
| 57) | static <T> NavigableSet<T> | [unmodifiableNavigableSet()](https://www.javatpoint.com/java-collections-unmodifiablenavigableset-method) | It is used to get an unmodifiable view of the specified navigable set. |
| 58) | static <T> Set<T> | [unmodifiableSet()](https://www.javatpoint.com/java-collections-unmodifiableset-method) | It is used to get an unmodifiable view of the specified set. |
| 59) | static <K,V> SortedMap<K,V> | [unmodifiableSortedMap()](https://www.javatpoint.com/java-collections-unmodifiablesortedmap-method) | It is used to get an unmodifiable view of the specified sorted map. |
| 60 | static <T> SortedSet<T> | [unmodifiableSortedSet()](https://www.javatpoint.com/java-collections-unmodifiablesortedset-method) | It is used to get an unmodifiable view of the specified sorted set. |

## **Java Collections Example**

1. **import** java.util.\*;
2. **public** **class** CollectionsExample {
3. **public** **static** **void** main(String a[]){
4. List<String> list = **new** ArrayList<String>();
5. list.add("C");
6. list.add("Core Java");
7. list.add("Advance Java");
8. System.out.println("Initial collection value:"+list);
9. Collections.addAll(list, "Servlet","JSP");
10. System.out.println("After adding elements collection value:"+list);
11. String[] strArr = {"C#", ".Net"};
12. Collections.addAll(list, strArr);
13. System.out.println("After adding array collection value:"+list);
14. }
15. }

Output:

Initial collection value:[C, Core Java, Advance Java]

After adding elements collection value:[C, Core Java, Advance Java, Servlet, JSP]

After adding array collection value:[C, Core Java, Advance Java, Servlet, JSP, C#, .Net]

## **Java Collections Example: max()**

1. **import** java.util.\*;
2. **public** **class** CollectionsExample {
3. **public** **static** **void** main(String a[]){
4. List<Integer> list = **new** ArrayList<Integer>();
5. list.add(46);
6. list.add(67);
7. list.add(24);
8. list.add(16);
9. list.add(8);
10. list.add(12);
11. System.out.println("Value of maximum element from the collection: "+Collections.max(list));
12. }
13. }

Output:

Value of maximum element from the collection: 67

What is the difference between synchronized and concurrent collections in Java?

## Synchronized Collections vs Concurrent Collections in Java

The synchronized collections classes, [Hashtable](http://java67.blogspot.com/2012/08/5-difference-between-hashtable-hashmap-Java-collection.html) and [Vector](http://java67.blogspot.com/2016/02/how-to-convert-vector-to-array-in-java.html), and the synchronized wrapper classes, Collections.synchronizedMap() and Collections.synchronizedList(), provides a basic conditionally thread-safe implementation of Map and List.  
  
However, several factors make them unsuitable for use in highly concurrent applications, most importantly their single collection-wide lock is an impediment to scalability and it often becomes necessary to lock a collection for a considerable time during iteration to prevent [ConcurrentModificationException](http://java67.blogspot.com/2015/10/how-to-solve-concurrentmodificationexception-in-java-arraylist.html).

Explain about the new concurrent collections in Java?

concurrent package includes a number of additions to the Java Collections Framework. These are most easily categorized by the collection interfaces provided: **BlockingQueue defines a first-in-first-out data structure that blocks or times out when you attempt to add to a full queue, or retrieve from an empty queue**.

Explain about copyonwrite concurrent collections approach?

**CopyOnWriteArrayList class** is introduced in JDK 1.5, which implements the [**List interface**](https://www.geeksforgeeks.org/list-interface-java-examples/). It is an enhanced version of [**ArrayList**](https://www.geeksforgeeks.org/arraylist-in-java/)in which all modifications (add, set, remove, etc) are implemented by making a fresh copy. It is found in **java.util.concurrent** package. It is a data structure created to be used in a concurrent environment.
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**Here are few points about CopyOnWriteArrayList:**

* As the name indicates, CopyOnWriteArrayList creates a Cloned copy of underlying ArrayList, for every update operation at a certain point both will be synchronized automatically, which is taken care of by JVM. Therefore, there is no effect for threads that are performing read operation.
* It is costly to use because for every update operation a cloned copy will be created. Hence, CopyOnWriteArrayList is the best choice if our frequent operation is read operation.
* The underlined data structure is a grow-able array.
* It is a thread-safe version of ArrayList.
* Insertion is preserved, duplicates, null, and heterogeneous Objects are allowed.
* The main important point about CopyOnWriteArrayList is the [Iterator](https://www.geeksforgeeks.org/iterators-in-java/) of CopyOnWriteArrayList can not perform remove operation otherwise we get Run-time exception saying **UnsupportedOperationException.**add() and set() methods on CopyOnWriteArrayList iterator also throws **UnsupportedOperationException.**Also Iterator of CopyOnWriteArrayList will never throw **ConcurrentModificationException**.

**Declaration:**

*public class CopyOnWriteArrayList<E> extends Object implements List<E>, RandomAccess, Cloneable, Serializable*

Here, E is the type of elements held in this collection.

**Note:** The class implements **Serializable**, **Cloneable**, **Iterable<E>**, **Collection<E>**, [List<E>](https://www.geeksforgeeks.org/list-interface-java-examples/), **RandomAccess** interfaces.

**Constructors:**

**1. CopyOnWriteArrayList()**: Creates an empty list.

CopyOnWriteArrayList c = new CopyOnWriteArrayList();

**2. CopyOnWriteArrayList(Collection obj)**: Creates a list containing the elements of the specified collection, in the order, they are returned by the collection’s iterator.

CopyOnWriteArrayList c = new CopyOnWriteArrayList(Collection obj);

**3. CopyOnWriteArrayList(Object[] obj);**: Creates a list holding a copy of the given array.

CopyOnWriteArrayList c = new CopyOnWriteArrayList(Object[] obj);

**Example:**

* Java

|  |
| --- |
| // Java program to illustrate  // CopyOnWriteArrayList class  import java.util.\*;  import java.util.concurrent.CopyOnWriteArrayList;    public class ConcurrentDemo extends Thread {        static CopyOnWriteArrayList<String> l          = new CopyOnWriteArrayList<String>();        public void run()      {          // Child thread trying to          // add new element in the          // Collection object          l.add("D");      }        public static void main(String[] args)          throws InterruptedException      {          l.add("A");          l.add("B");          l.add("c");            // We create a child thread          // that is going to modify          // ArrayList l.          ConcurrentDemo t = new ConcurrentDemo();          t.run();            Thread.sleep(1000);            // Now we iterate through          // the ArrayList and get          // exception.          Iterator itr = l.iterator();          while (itr.hasNext()) {              String s = (String)itr.next();              System.out.println(s);              Thread.sleep(1000);          }          System.out.println(l);      }  } |

**Output**

A

B

c

D

[A, B, c, D]

What is compareandswap approach?

**Compare and swap** is a technique used when designing concurrent algorithms.  The approach is to compare the actual value of the variable to the expected value of the variable and if the actual value matches the expected value, then swap the actual value of the variable for the new value passed in.

For understanding the algorithm, one must have the basic knowledge of [Concurrency](https://www.geeksforgeeks.org/java-concurrency-yield-sleep-and-join-methods/) and[Multithread](https://www.geeksforgeeks.org/multithreading-in-java/) in Java.

**Working of the Algorithm:**

It is like we know that this variable should be 1, and we want to change it to 2. Since this is a **multithreaded environment,** we know that others might be working on the same variable. So we should first check if the value of the variable is 1 as we thought and if yes, then we change it to 2. If we see that the variable is 3 now, then that means someone else is working on it and so let us not touch it at this time.

**Check then Act approach**:-

The most common condition for concurrency problems is the**“check then act”**approach. The “check then act”  occurs when the code first checks the value of a variable and then acts based on that value. Here is a simple example:

public boolean lock() {

if(!locked) {

lock = true;

return true;

}

return false;

}

*Above, pseudocode Implies that, if it is already locked, you don’t need to lock again. So you first****check****and only if required,****act****.*

The above code is not safe as If two or more threads might have access to lock() function and do the check at the same time , then above**lock()** function would not be guaranteed to work because all thread would lock the resource and use it as it’s own.

**Let’s elaborate it :**

There is **Thread A**and **Thread B**, thread B may check locked at any time between thread A has checked locked and seen it to be false then, both thread A and thread B may see locked as being false, and both will then act based on that information.

The above problem can be resolved by making the entire block of code as synchronized. Then only one thread (thread A or thread B) going to the check and act at one time, Only after the thread that got into the code completes its check, and it’s an act then another thread gets to try. Now there will be no misunderstanding between threads.

**Example for synchronized code :**

class GFG {

private boolean locked = false;

public synchronized boolean lock() {

if(!locked) {

locked = true;

return true;

}

return false;

}

}

Now the lock() method is synchronized so only one thread can execute it at a time on the same lock() function.

**Atomic Operation**

After Java 5, we don’t have to implement or write a synchronized block with the check and act code anymore, Java 5 offers this support via **java.util.concurrent.atomic:**a toolkit of classes used for lock-free, thread-safe programming on single variables.

**AtomicBoolean** makes sure that only one thread can read it at a time.

Here is an example showing how to implement the lock() method using**AtomicBoolean** :

public static class MyLock {

private AtomicBoolean locked = new AtomicBoolean(false);

public boolean lock() {

return locked.compareAndSet(false, true);

}

}

Notice how the locked variable is no longer a boolean but an AtomicBoolean. This class has a **compareAndSet()**function which will compare the value of the AtomicBoolean instance to an expected value, and if has the expected value, it swaps the value with a new value. In this case it compares the value of locked to false and if it is false it sets the new value of the AtomicBoolean to true.

The compareAndSet() method returns true if the value was swapped, and false if not.

So there is many other Atomic Variable like:

* [**AtomicInteger**](https://www.geeksforgeeks.org/atomicinteger-compareandset-method-in-java-with-examples/)**:**This variable lets you update an int value atomically.
* [**AtomicLong:**](https://www.geeksforgeeks.org/atomiclong-compareandset-method-in-java-with-examples/)Long with thread-safe “Compare and Swap” functionality.
* [**AtomicReference:**](https://www.geeksforgeeks.org/atomicreference-compareandset-method-in-java-with-examples/)This variable provides an object reference variable which can be read and written atomically.
* **AtomicIntegerArray, AtomicLongArray, and AtomicReferenceArray**

**Example of Atomic Integer:**

* Java

|  |
| --- |
| // Java Program to demonstrates  // the compareAndSet() function    import java.util.concurrent.atomic.AtomicInteger;    public class GFG {      public static void main(String args[])      {            // Initially value as 0          AtomicInteger val = new AtomicInteger(0);            // Prints the updated value          System.out.println("Previous value: "                             + val);            // Checks if previous value was 0          // and then updates it          boolean res = val.compareAndSet(0, 6);            // Checks if the value was updated.          if (res)              System.out.println("The value was"                                 + " updated and it is "                                 + val);          else              System.out.println("The value was "                                 + "not updated");      }  } |

**Output**

Previous value: 0

The value was updated and it is 6

What is a lock? How is it different from using synchronized approach?

Major difference between lock and synchronized: **with locks, you can release and acquire the locks in any order.** **with synchronized, you can release the locks only in the order it was acquired**.

# **he default capacity of Collection Elements: ArrayList, Vector, HashSet, Hashtable, and HashMap.**

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Collection | Java 8 | | Before Java 8 | |
| Initial capacity | Load factor | Initial capacity | Load factor |
| ArrayList | 0 (lazily initialized to 10) |  | 10 |  |
| Vector | 10 |  | 10 |  |
| HashSet | 16 | 0.75 | 16 | 0.75 |
| HashMap | 16 | 0.75 | 16 | 0.75 |
| Hashtable | 16 | 0.75 | 11 | 0.75 |

The load factor is **the measure that decides when to increase the capacity of the Map**. The default load factor is 75% of the capacity. The threshold of a HashMap is approximately the product of current capacity and load factor. Rehashing is the process of re-calculating the hash code of already stored entries.

When does a Java collection throw UnsupportedOperationException?

## UnsupportedOperationException Example

Here’s an example of an UnsupportedOperationException thrown when an object is attempted to be added to an unmodifiable List:

import java.util.Arrays;

import java.util.List;

public class UnsupportedOperationExceptionExample {

public static void main(String[] args) {

String array[] = {"a", "b", "c"};

List<String> list = Arrays.asList(array);

list.add("d");

}

}

Since the Arrays.asList() method returns a fixed-size list, attempting to modify it either by adding or removing elements throws an UnsupportedOperationException.

Running the above code throws the exception:

Exception in thread "main" java.lang.UnsupportedOperationException

at java.base/java.util.AbstractList.add(AbstractList.java:153)

at java.base/java.util.AbstractList.add(AbstractList.java:111)

at UnsupportedOperationExceptionExample.main(UnsupportedOperationExceptionExample.java:8)

What are Generics?

**Generics** means **parameterized types**. The idea is to allow type (Integer, String, … etc., and user-defined types) to be a parameter to methods, classes, and interfaces.

### What are Generics?

Generics are used to create Generic Classes and Generic methods which can work with different Types(Classes).

### Why do we need Generics? Can you give an example of how Generics make a program more flexible?

Consider the class below:

class MyList {

private List<String> values;

void add(String value) {

values.add(value);

}

void remove(String value) {

values.remove(value);

}

}

MyList can be used to store a list of Strings only.

MyList myList = new MyList();

myList.add("Value 1");

myList.add("Value 2");

To store integers, we need to create a new class. This is problem that Generics solve. Instead of hard-coding String class as the only type the class can work with, we make the class type a parameter to the class.

##### **Example with Generics**

Let’s replace String with T and create a new class. Now the MyListGeneric class can be used to create a list of Integers or a list of Strings

class MyListGeneric<T> {

private List<T> values;

void add(T value) {

values.add(value);

}

void remove(T value) {

values.remove(value);

}

T get(int index) {

return values.get(index);

}

}

MyListGeneric<String> myListString = new MyListGeneric<String>();

myListString.add("Value 1");

myListString.add("Value 2");

MyListGeneric<Integer> myListInteger = new MyListGeneric<Integer>();

myListInteger.add(1);

myListInteger.add(2);

What are the restrictions in using generic type that is declared in a class declaration?

* Cannot Instantiate Generic Types with Primitive Types.
* Cannot Create Instances of Type Parameters.
* Cannot Declare Static Fields Whose Types are Type Parameters.
* Cannot Use Casts or instanceof With Parameterized Types.
* Cannot Create Arrays of Parameterized Types.

Whenever you want to restrict the type parameter to subtypes of a particular class you can use the bounded type parameter. If you just specify a type (class) as bounded parameter, only sub types of that particular class are accepted by the current generic class.

You can declare a bound parameter just by extending the required class with the type-parameter, within the angular braces as −

class Sample <T extends Number>

## **Example**

[Live Demo](http://tpcg.io/hclZHu)

In the following Java example the generic class Sample restricts the type parameter to the sub classes of the Number classes using the bounded parameter.

class Sample <T extends Number>{

   T data;

   Sample(T data){

      this.data = data;

   }

   public void display() {

      System.out.println("Data value is: "+this.data);

   }

}

public class BoundsExample {

   public static void main(String args[]) {

      Sample<Integer> obj1 = new Sample<Integer>(20);

      obj1.display();

      Sample<Double> obj2 = new Sample<Double>(20.22d);

      obj2.display();

      Sample<Float> obj3 = new Sample<Float>(125.332f);

      obj3.display();

   }

}

## **Output**

Data value is: 20

Data value is: 20.22

Data value is: 125.332

What is the need for threads in Java?

Threads **allows a program to operate more efficiently by doing multiple things at the same time**. Threads can be used to perform complicated tasks in the background without interrupting the main program.

What are the different states of a thread?

**A thread can be in one of the following states:**

* NEW. A thread that has not yet started is in this state.
* RUNNABLE. A thread executing in the Java virtual machine is in this state.
* BLOCKED. A thread that is blocked waiting for a monitor lock is in this state.
* WAITING. ...
* TIMED\_WAITING. ...
* TERMINATED.

What is priority of a thread? How do you change the priority of a thread?

# **Java Thread setPriority() method**

The **setPriority()** method of thread class is used to change the thread's priority. Every thread has a priority which is represented by the integer number between 1 to 10.

Thread class provides 3 constant properties:

1. **public static int MIN\_PRIORITY:** It is the maximum priority of a thread. The value of it is 1.
2. **public static int NORM\_PRIORITY:** It is the normal priority of a thread. The value of it is 5.
3. **public static int MAX\_PRIORITY:** It is the minimum priority of a thread. The value of it is 10.

We can also set the priority of thread between 1 to 10. This priority is known as custom priority or user defined priority.

## **Syntax**

1. **public** **final** **void** setPriority(**int** a)

## **Parameter**

**a**: It is the priority to set this thread to.
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## **Return**

It does not return any value.

## **Exception**

**IllegalArgumentException:** This exception throws if the priority is not in the range MIN\_PRIORITY to MAX\_PRIORITY.

**SecurityException:** This exception throws if the current thread cannot modify this thread.

## **Example 1: Maximum Priority Thread**

1. **public** **class** JavaSetPriorityExp1 **extends** Thread
2. {
3. **public** **void** run()
4. {
5. System.out.println("Priority of thread is: "+Thread.currentThread().getPriority());
6. }
7. **public** **static** **void** main(String args[])
8. {
9. // creating one thread
10. JavaSetPriorityExp1 t1=**new** JavaSetPriorityExp1();
11. // print the maximum priority of this thread
12. t1.setPriority(Thread.MAX\_PRIORITY);
13. // call the run() method
14. t1.start();
15. }
16. }

**[Test it Now](https://compiler.javatpoint.com/opr/test.jsp?filename=JavaSetPriorityExp1" \t "_blank)**

**Output:**

Priority of thread is: 10

What is executorservice?

[*ExecutorService*](https://docs.oracle.com/en/java/javase/11/docs/api/java.base/java/util/concurrent/ExecutorService.html) is a JDK API that simplifies running tasks in asynchronous mode. Generally speaking, ExecutorService automatically provides a pool of threads and an API for assigning tasks to it.

How do you check whether an executionservice task executed successfully?

There isn't a clean way to check if all Runnables are done if you use ExecutorService.execute(Runnable). Unless you build a mechanism to do so in the Runnable itself (which is sloppy in my opinion).

**Instead:**  
Use ExecutorService.submit(Runnable). This method will return a Future<?> which is a handle to the result of a Runnable. Using Futures provides a clean way to check results.

All you have to do is maintain a list of Futures that you submit, and then you can iterate over the whole list of Futures and either:  
  A) wait for all the futures to be done in a blocking way or  
  B) check if all the futures are done in a non-blocking way.

Here is a code example:

List<Future<?>> futures = new ArrayList<Future<?>>();

ExecutorService exec = Executors.newFixedThreadPool(5);

// Instead of using exec.execute() use exec.submit()

// because it returns a monitorable future

while((item = stack.pollFirst()) != null){

Runnable worker = new Solider(this, item);

Future<?> f = exec.submit(worker);

futures.add(f);

}

// A) Await all runnables to be done (blocking)

for(Future<?> future : futures)

future.get(); // get will block until the future is done

// B) Check if all runnables are done (non-blocking)

boolean allDone = true;

for(Future<?> future : futures){

allDone &= future.isDone(); // check if future is done

}

What is callable? How do you execute a callable from executionservice?

**1. Important interfaces**

**1.1. Callable**

In [Java concurrency](https://howtodoinjava.com/java-concurrency-tutorial/), **Callable** represents a task that returns a result. [**Executor**](https://howtodoinjava.com/java/multi-threading/executor-service-example/) can run callable tasks – concurrently.

Since [Java 8](https://howtodoinjava.com/java-8-tutorial/), it is a [functional interface](https://howtodoinjava.com/java/stream/functional-interface-tutorial/) and can therefore be used as the assignment target for a [lambda expression](https://howtodoinjava.com/java8/lambda-expressions/) or [method reference](https://howtodoinjava.com/java8/lambda-method-references-example/).

|  |
| --- |
| Callable.java |
| @FunctionalInterface  public interface Callable<V> {  /\*\*   \* Computes a result, or throws an exception if unable to do so.   \*   \* @return computed result   \* @throws Exception if unable to compute a result   \*/    V call() throws Exception;  } |

Synchronization in java is **the capability to control the access of multiple threads to any shared resource**. In the Multithreading concept, multiple threads try to access the shared resources at a time to produce inconsistent results. The synchronization is necessary for reliable communication between threads

**TestSynchronizedBlock1.java**

1. **class** Table
2. {
3. **void** printTable(**int** n){
4. **synchronized**(**this**){//synchronized block
5. **for**(**int** i=1;i<=5;i++){
6. System.out.println(n\*i);
7. **try**{
8. Thread.sleep(400);
9. }**catch**(Exception e){System.out.println(e);}
10. }
11. }
12. }//end of the method
13. }
15. **class** MyThread1 **extends** Thread{
16. Table t;
17. MyThread1(Table t){
18. **this**.t=t;
19. }
20. **public** **void** run(){
21. t.printTable(5);
22. }
24. }
25. **class** MyThread2 **extends** Thread{
26. Table t;
27. MyThread2(Table t){
28. **this**.t=t;
29. }
30. **public** **void** run(){
31. t.printTable(100);
32. }
33. }
35. **public** **class** TestSynchronizedBlock1{
36. **public** **static** **void** main(String args[]){
37. Table obj = **new** Table();//only one object
38. MyThread1 t1=**new** MyThread1(obj);
39. MyThread2 t2=**new** MyThread2(obj);
40. t1.start();
41. t2.start();
42. }
43. }

**Output:**

5

10

15

20

25

100

200

300

400

500

**static methods can be synchronized**. But you have one lock per class. when the java class is loaded coresponding java.

**Joining Threads in Java**

* Difficulty Level : [Medium](https://www.geeksforgeeks.org/medium/)
* Last Updated : 17 Feb, 2021

**java.lang.Thread** class provides the join() method which allows one thread to wait until another thread completes its execution. If **t** is a Thread object whose thread is currently executing, then **t.join()** will make sure that **t** is terminated before the next instruction is executed by the program.  
If there are multiple threads calling the join() methods that means overloading on join allows the programmer to specify a waiting period. However, as with sleep, join is dependent on the OS for timing, so you should not assume that join will wait exactly as long as you specify.  
There are three overloaded join functions.

1. **join():**It will put the current thread on wait until the thread on which it is called is dead. If thread is interrupted then it will throw InterruptedException.  
   **Syntax:**
2. public final void join()
3. **join(long millis)**:It will put the current thread on wait until the thread on which it is called is dead or wait for specified time (milliseconds).  
   **Syntax:**
4. public final synchronized void join(long millis)
5. **join(long millis, int nanos):**It will put the current thread on wait until the thread on which it is called is dead or wait for specified time (milliseconds + nanos).  
   **Syntax:**
6. public final synchronized void join(long millis, int nanos)

|  |
| --- |
| // Java program to explain the  // concept of joining a thread.  import java.io.\*;    // Creating thread by creating the  // objects of that class  class ThreadJoining extends Thread  {      @Override      public void run()      {          for (int i = 0; i < 2; i++)          {              try              {                  Thread.sleep(500);                  System.out.println("Current Thread: "                          + Thread.currentThread().getName());              }                catch(Exception ex)              {                  System.out.println("Exception has" +                                  " been caught" + ex);              }              System.out.println(i);          }      }  }    class GFG  {      public static void main (String[] args)      {            // creating two threads          ThreadJoining t1 = new ThreadJoining();          ThreadJoining t2 = new ThreadJoining();          ThreadJoining t3 = new ThreadJoining();            // thread t1 starts          t1.start();            // starts second thread after when          // first thread t1 has died.          try          {              System.out.println("Current Thread: "                    + Thread.currentThread().getName());              t1.join();          }            catch(Exception ex)          {              System.out.println("Exception has " +                                  "been caught" + ex);          }            // t2 starts          t2.start();            // starts t3 after when thread t2 has died.          try          {              System.out.println("Current Thread: "                   + Thread.currentThread().getName());              t2.join();          }            catch(Exception ex)          {              System.out.println("Exception has been" +                                      " caught" + ex);          }            t3.start();      }  } |

1. output:
2. Current Thread: main
3. Current Thread: Thread-0
4. 0
5. Current Thread: Thread-0
6. 1
7. Current Thread: main
8. Current Thread: Thread-1
9. 0
10. Current Thread: Thread-1
11. 1
12. Current Thread: Thread-2
13. 0
14. Current Thread: Thread-2
15. 1

 What is a deadlock?

Deadlock in Java is **a condition where two or more threads are blocked forever, waiting for each other**. This usually happens when multiple threads need the same locks but obtain them in different orders. Multithreaded Programming in Java suffers from the deadlock situation because of the synchronized keyword.1

What are the important methods in Java for inter-thread communication?

**Inter-thread Communication in Java**

* wait()
* notify()
* notifyAll()

Description

The **java.lang.Object.wait()** causes current thread to wait until another thread invokes the notify() method or the notifyAll() method for this object. In other words, this method behaves exactly as if it simply performs the call wait(0).

The current thread must own this object's monitor. The thread releases ownership of this monitor and waits until another thread notifies threads waiting on this object's monitor to wake up either through a call to the notify method or the notifyAll method. The thread then waits until it can re-obtain ownership of the monitor and resumes execution.

This method should only be called by a thread that is the owner of this object's monitor. See the notify method for a description of the ways in which a thread can become the owner of a monitor.

Declaration

Following is the declaration for **java.lang.Object.wait()** method

public final void wait()

Parameters

NA

Return Value

This method does not return a value.

Exception

* **IllegalMonitorStateException** − if the current thread is not the owner of the object's monitor.
* **InterruptedException** − if another thread has interrupted the current thread. The interrupted status of the current thread is cleared when this exception is thrown.

Example

The following example shows the usage of lang.Object.wait() method.

[Live Demo](http://tpcg.io/1J3AXr)

package com.tutorialspoint;

import java.util.Collections;

import java.util.LinkedList;

import java.util.List;

public class ObjectDemo extends Object {

private List synchedList;

public ObjectDemo() {

// create a new synchronized list to be used

synchedList = Collections.synchronizedList(new LinkedList());

}

// method used to remove an element from the list

public String removeElement() throws InterruptedException {

synchronized (synchedList) {

// while the list is empty, wait

while (synchedList.isEmpty()) {

System.out.println("List is empty...");

synchedList.wait();

System.out.println("Waiting...");

}

String element = (String) synchedList.remove(0);

return element;

}

}

// method to add an element in the list

public void addElement(String element) {

System.out.println("Opening...");

synchronized (synchedList) {

// add an element and notify all that an element exists

synchedList.add(element);

System.out.println("New Element:'" + element + "'");

synchedList.notifyAll();

System.out.println("notifyAll called!");

}

System.out.println("Closing...");

}

public static void main(String[] args) {

final ObjectDemo demo = new ObjectDemo();

Runnable runA = new Runnable() {

public void run() {

try {

String item = demo.removeElement();

System.out.println("" + item);

} catch (InterruptedException ix) {

System.out.println("Interrupted Exception!");

} catch (Exception x) {

System.out.println("Exception thrown.");

}

}

};

Runnable runB = new Runnable() {

// run adds an element in the list and starts the loop

public void run() {

demo.addElement("Hello!");

}

};

try {

Thread threadA1 = new Thread(runA, "A");

threadA1.start();

Thread.sleep(500);

Thread threadA2 = new Thread(runA, "B");

threadA2.start();

Thread.sleep(500);

Thread threadB = new Thread(runB, "C");

threadB.start();

Thread.sleep(1000);

threadA1.interrupt();

threadA2.interrupt();

} catch (InterruptedException x) {

}

}

}

Let us compile and run the above program, this will produce the following result −

List is empty...

List is empty...

Opening...

New Element:'Hello!'

notifyAll called!

Closing...

Waiting...

Hello!

Waiting...

List is empty...

Interrupted Exception!

Functional programming is a paradigm that allows programming using expressions i.e. declaring functions, passing functions as arguments and using functions as statements (rightly called expressions in Java8).

**Example #2: Lambda Expressions**

* Lambda expression used to represent a method interface with an expression.
* It helps to iterate, filtering and extracting data from collections.
* Lambda expression interface implementation is a [functional interface](https://www.educba.com/functional-interface-in-java/).
* It reduces a lot of code.
* Lambda expression treated as a function so java compiler can’t create .class

**Syntax:**

(arguments) ->

{

//code for implementation

}

Arguments: argument-list can be have values or no values

Example: arguments1, arguments2, arguments3,……

->: Joins code implementation and arguments.

**a. Lambda expression with a single argument**

**Syntax:**

(argument1) ->

{

//code for implementation

}

**Example – AreaOfSquare.java**

**Code:**

package com.lambda;//creating a package

interface Square{ //creating interface for quare

public int getArea(int side); //create a method for get area

}

public class AreaOfSquare{ //As we are working with Lambda expression so no need to implement interface of square

public static void main(String[] args) {

Square area=(side)->{ // Lambda expression with only one argument.

Return side\*side; //returning area

};

System.out.println(“Area of Square=>”+area.getArea(10)); //printing area by calling interface getArea method

}

}

**Output:**

A stream is **a sequence of objects that supports various methods which can be pipelined to produce the desired result**. The features of Java stream are – A stream is not a data structure instead it takes input from the Collections, Arrays or I/O channels.

ava provides I/O Streams to read and write data where, a Stream represents an input source or an output destination which could be a file, i/o devise, other program etc.

In general, a Stream will be an input stream or, an output stream.

* **InputStream** − This is used to read data from a source.
* **OutputStream** − This is used to write data to a destination.

Based on the data they handle there are two types of streams −

* **Byte Streams** − These handle data in bytes (8 bits) i.e., the byte stream classes read/write data of 8 bits. Using these you can store characters, videos, audios, images etc.
* **Character Streams** − These handle data in 16 bit Unicode. Using these you can read and write text data only.

Following diagram illustrates all the input and output Streams (classes) in Java.
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Standard Streams

In addition to above mentioned classes Java provides 3 standard streams representing the input and, output devices.

* **Standard Input** − This is used to read data from user through input devices. keyboard is used as standard input stream and represented as System.in.
* **Standard Output** − This is used to project data (results) to the user through output devices. A computer screen is used for standard output stream and represented as System.out.
* **Standard Error** − This is used to output the error data produced by the user's program and usually a computer screen is used for standard error stream and represented as System.err.

Example

Following Java program reads the data from user using BufferedInputStream and writes it into a file using BufferedOutputStream.

import java.io.BufferedInputStream;

import java.io.BufferedOutputStream;

import java.io.FileOutputStream;

import java.io.IOException;

public class BufferedInputStreamExample {

   public static void main(String args[]) throws IOException {

      //Creating an BufferedInputStream object

      BufferedInputStream inputStream = new BufferedInputStream(System.in);

      byte bytes[] = new byte[1024];

      System.out.println("Enter your data ");

      //Reading data from key-board

      inputStream.read(bytes);

      //Creating BufferedOutputStream object

      FileOutputStream out= new FileOutputStream("D:/myFile.txt");

      BufferedOutputStream outputStream = new BufferedOutputStream(out);

      //Writing data to the file

      outputStream.write(bytes);

      outputStream.flush();

      System.out.println("Data successfully written in the specified file");

   }

}

Output

Enter your data

Hi welcome to Tutorialspoint ....

Data successfully written in the specified file

# Stream In Java

* **Difficulty Level :** [Medium](https://www.geeksforgeeks.org/medium/)
* **Last Updated :** 09 Oct, 2019

Introduced in Java 8, the Stream API is used to process collections of objects. A stream is a sequence of objects that supports various methods which can be pipelined to produce the desired result.  
The features of Java stream are –

* A stream is not a data structure instead it takes input from the Collections, Arrays or I/O channels.
* Streams don’t change the original data structure, they only provide the result as per the pipelined methods.
* Each intermediate operation is lazily executed and returns a stream as a result, hence various intermediate operations can be pipelined. Terminal operations mark the end of the stream and return the result.

Different Operations On Streams-  
**Intermediate Operations:**

1. **map:**The map method is used to returns a stream consisting of the results of applying the given function to the elements of this stream.  
   List number = Arrays.asList(2,3,4,5);  
   List square = number.stream().map(x->x\*x).collect(Collectors.toList());
2. **filter:** The filter method is used to select elements as per the Predicate passed as argument.  
   List names = Arrays.asList("Reflection","Collection","Stream");  
   List result = names.stream().filter(s->s.startsWith("S")).collect(Collectors.toList());
3. **sorted:** The sorted method is used to sort the stream.  
   List names = Arrays.asList("Reflection","Collection","Stream");  
   List result = names.stream().sorted().collect(Collectors.toList());

**Terminal Operations:**

1. **collect:** The collect method is used to return the result of the intermediate operations performed on the stream.  
   List number = Arrays.asList(2,3,4,5,3);  
   Set square = number.stream().map(x->x\*x).collect(Collectors.toSet());
2. **forEach:** The forEach method is used to iterate through every element of the stream.  
   List number = Arrays.asList(2,3,4,5);  
   number.stream().map(x->x\*x).forEach(y->System.out.println(y));
3. **reduce:** The reduce method is used to reduce the elements of a stream to a single value.  
   The reduce method takes a BinaryOperator as a parameter.

List number = Arrays.asList(2,3,4,5);  
int even = number.stream().filter(x->x%2==0).reduce(0,(ans,i)-> ans+i);

Here ans variable is assigned 0 as the initial value and i is added to it .

**Program to demonstrate the use of Stream**

|  |
| --- |
| //a simple program to demonstrate the use of stream in java  import java.util.\*;  import java.util.stream.\*;    class Demo  {    public static void main(String args[])    {        // create a list of integers      List<Integer> number = Arrays.asList(2,3,4,5);        // demonstration of map method      List<Integer> square = number.stream().map(x -> x\*x).                             collect(Collectors.toList());      System.out.println(square);        // create a list of String      List<String> names =                  Arrays.asList("Reflection","Collection","Stream");        // demonstration of filter method      List<String> result = names.stream().filter(s->s.startsWith("S")).                            collect(Collectors.toList());      System.out.println(result);        // demonstration of sorted method      List<String> show =              names.stream().sorted().collect(Collectors.toList());      System.out.println(show);        // create a list of integers      List<Integer> numbers = Arrays.asList(2,3,4,5,2);        // collect method returns a set      Set<Integer> squareSet =           numbers.stream().map(x->x\*x).collect(Collectors.toSet());      System.out.println(squareSet);        // demonstration of forEach method      number.stream().map(x->x\*x).forEach(y->System.out.println(y));        // demonstration of reduce method      int even =         number.stream().filter(x->x%2==0).reduce(0,(ans,i)-> ans+i);        System.out.println(even);    }  } |

Output:

[4, 9, 16, 25]

[Stream]

[Collection, Reflection, Stream]

[16, 4, 9, 25]
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**Important Points/Observations:**

1. A stream consists of source followed by zero or more intermediate methods combined together (pipelined) and a terminal method to process the objects obtained from the source as per the methods described.
2. Stream is used to compute elements as per the pipelined methods without altering the original value of the object.
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Difference between intermediate and terminal operations in Java 8
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Stream is introduced in Java 8, it is only used for processing group of data not for the storting elements.. It does not modify the actual collection, they only provide the result as per the pipelined methods.

Stream api supports multiple operations and operations are divided into two parts −

* Intermediate Operation- These operations are used to pipeline other methods and to transform into the other streams. They don’t produce results because these operation does not invoke until the terminal operation gets executed. Below are the examples −
* sorted(Comparator<T>)
* peek(Consumer<T>)
* distinct()
* Terminal operations - These operations are used to produce results. They can’t be used for chaining the other methods. Below are the examples −
* forEach
* count
* toArray

| **Sr. No.** | **Key** | **Intermediate Operations** | **Terminal Operations** |
| --- | --- | --- | --- |
| 1 | Basic | These operations are used to pipeline other methods and to transform into the other streams | A terminal operation in Java is a method applied to a stream as the final step. |
| 2 | Return Type | They only return another stream. | They return final result. |
| 3 | Method | sorted(Comparator<T>) peek(Consumer<T>) distinct() | forEach count toArray |
| 4. | Use Case | These operations should be used to transform stream into another stream | They can be used to produce results. |

Example of Intermediate and Terminal Operation

public class Main {

   public static void main(String args[]) throws InterruptedException, ExecutionException {

      List<String> laptopList = new ArrayList();

      laptopList.add("DELL");

      laptopList.add("ACER");

      laptopList.add("HCL");

      // Intermediate operation

      laptopList.sort((p1, p2) -> p1.compareTo(p2));

      // Terminal Operation

      laptopList.forEach(a -> {

         System.out.println(a);

      });

   }

}

A terminal stream operation is **an operation that starts the internal iteration of the elements, calls all the listeners, and returns a result**. The call to the map() method of the Stream interface is a non-terminal operation. It merely sets a lambda expression on the stream which converts each element to lowercase.

## Terminal and Non-Terminal Operations

The Stream interface has a selection of terminal and non-terminal operations. A non-terminal stream operation is an operation that adds a listener to the stream without doing anything else. A terminal stream operation is an operation that starts the internal iteration of the elements, calls all the listeners, and returns a result.

Here is a Java Stream example which contains both a non-terminal and a terminal operation:

import java.util.ArrayList;

import java.util.List;

import java.util.stream.Stream;

public class StreamExamples {

public static void main(String[] args) {

List<String> stringList = new ArrayList<String>();

stringList.add("ONE");

stringList.add("TWO");

stringList.add("THREE");

Stream<String> stream = stringList.stream();

long count = stream

.map((value) -> { return value.toLowerCase(); })

.count();

System.out.println("count = " + count);

}

}

The call to the map() method of the Stream interface is a non-terminal operation. It merely sets a lambda expression on the stream which converts each element to lowercase. The map() method will be covered in more detail later on.

ava Method References

Java provides a new feature called method reference in Java 8. Method reference is used to refer method of functional interface. It is compact and easy form of lambda expression. Each time when you are using lambda expression to just referring a method, you can replace your lambda expression with method reference. In this tutorial, we are explaining method reference concept in detail.

Types of Method References

There are following types of method references in java:

1. Reference to a static method.
2. Reference to an instance method.
3. Reference to a constructor.
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1) Reference to a Static Method

You can refer to static method defined in the class. Following is the syntax and example which describe the process of referring static method in Java.

Syntax

1. ContainingClass::staticMethodName

Example 1

In the following example, we have defined a functional interface and referring a static method to it's functional method say().

1. **interface** Sayable{
2. **void** say();
3. }
4. **public** **class** MethodReference {
5. **public** **static** **void** saySomething(){
6. System.out.println("Hello, this is static method.");
7. }
8. **public** **static** **void** main(String[] args) {
9. // Referring static method
10. Sayable sayable = MethodReference::saySomething;
11. // Calling interface method
12. sayable.say();
13. }
14. }

[**Test it Now**](https://compiler.javatpoint.com/opr/test.jsp?filename=MethodReference)

Output:

Hello, this is static method.

Example 2

In the following example, we are using predefined functional interface Runnable to refer static method.

1. **public** **class** MethodReference2 {
2. **public** **static** **void** ThreadStatus(){
3. System.out.println("Thread is running...");
4. }
5. **public** **static** **void** main(String[] args) {
6. Thread t2=**new** Thread(MethodReference2::ThreadStatus);
7. t2.start();
8. }
9. }

[**Test it Now**](https://compiler.javatpoint.com/opr/test.jsp?filename=MethodReference2)

Output:

Thread is running...
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**Lambda Expressions and Functional Interfaces**

A *lambda expression* (*lambda*) is a short-form replacement for an anonymous class. Lambdas simplify the use of interfaces that declare single abstract methods. Such interfaces are known as *functional interfaces*.

ℹ Note

Java 8 introduces a new FunctionalInterface annotation type that lets you annotate an interface as being functional. For example, the following code fragment shows how java.lang.Runnable is annotated as a functional interface:

@FunctionalInterface

public interface Runnable

{

public abstract void run();

}

A functional interface can define as many default and static methods as it requires. However, it must declare exactly one abstract method, or the compiler will complain that it isn't a functional interface.

Lambdas let you treat code as data. You can use lambdas to pass code to methods for subsequent execution. Listing 4 contrasts the traditional (cumbersome) approach to passing code via an anonymous class with the cleaner approach to passing code via a lambda.

**Listing 4 LambdaDemo.java (Version 1).**

import java.awt.EventQueue;

public class LambdaDemo

{

public static void main(String[] args)

{

Runnable r = new Runnable()

{

@Override

public void run()

{

System.out.println("Running");

}

};

EventQueue.invokeLater(r);

EventQueue.invokeLater(() -> System.out.println("Running"));

}

}